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TASK 1:

a. Implement Bubble sort using a C program.

Aim: To implement Bubble sort using a C program.

Description:

This is the simplest sorting technique when compared with all the other sorting techniques. It is also called an exchange sort. In this sorting technique, the adjacent elements are compared and interchanged if necessary.

Process: Compare the first and second elements. If the first element is greater than the second element, then interchange these two elements.

1. Compare the second and third elements. If the second element is greater than the third element then make an interchange.
2. The process is repeated till the last element is reached.
3. When the last element is reached, it is said to be one pass. At the end of the first pass, the largest element is bubbled out. That is it occupies the last position.
4. Steps 1 to 4 are repeated for the elements between 1 to n-1 because the nth element is already sorted.
5. Repeat the above steps for n-1 passes. At the end of the last pass, the entire list is sorted.

Algorithm:

Bubblesort(A,N)

repeat step 2 for i=0 to n-1

repeat for j=0 to n-i-1

If A[j]>A[j+1]

Swap A[j] and A[j+1]

[End of inner loop]

[End of outer loop]

Exit

Example for Bubble sort: 5,1 ,4 ,2 ,8

Pass-1:

Bubble sort starts with the very first two elements, comparing them to check which one is greater.

( 5 1 4 2 8 ) –> ( 1 5 4 2 8 ), Here, algorithm compares the first two elements, and swaps since 5 > 1.

( 1 5 4 2 8 ) –>  ( 1 4 5 2 8 ), Swap since 5 > 4

( 1 4 5 2 8 ) –>  ( 1 4 2 5 8 ), Swap since 5 > 2

( 1 4 2 5 8 ) –> ( 1 4 2 5 8 ), Now, since these elements are already in order (8 > 5), algorithm does not swap them.

Pass-2:

Now, during second iteration it should look like this:

( 1 4 2 5 8 ) –> ( 1 4 2 5 8 )

( 1 4 2 5 8 ) –> ( 1 2 4 5 8 ), Swap since 4 > 2

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

Pass-3:

Now, the array is already sorted, but our algorithm does not know if it is completed.

The algorithm needs one whole pass without any swap to know it is sorted.

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

( 1 2 4 5 8 ) –> ( 1 2 4 5 8 )

Sorted list (after n-1 passes) : 1 2 4 5 8

**Note:** The bubble sort technique has n-1 passes where n is the number of elements

**Time Complexity of Bubble Sort :**

The complexity of the sorting algorithm depends upon the number of comparisons that are

made. Total comparisons in Bubble sort is: n ( n – 1) / 2 ≈ n 2 – n

Best case :O (n2)

Average case :O (n2)

Worst case:O (n2)

Program:

#include<stdio.h>

void selectionsort(int[],int);

int main()

{

int a[10],i,n;

printf("enter the size of array:\n");

scanf("%d",&n);

printf("enter the elements of array:\n");

for(i=0;i<n;i++)

scanf("%d",&a[i]);

printf("\nThe unsorted elements are:\n");

for(i=0;i<n;i++)

printf("%3d",a[i]);

selectionsort(a,n);

printf("\nThe sorted elements are:\n");

for(i=0;i<n;i++)

printf("%3d",a[i]);

}

void selectionsort(int a[],int n)

{

int min,temp,i,j;

for(i=0;i<n-1;i++)

{

min=i;

for(j=i+1;j<n;j++)

{

if(a[min]>a[j])

min=j;

}

if(min!=i)

{

temp=a[min];

a[min]=a[i];

a[i]=temp;

}

}

}

Output:

enter the size of array:

5

enter the elements of array:

5 1 4 2 8

The unsorted elements are:

5 1 4 2 8

The sorted elements are:

1. 2 4 5 8

Result: Thus , in the above program successfully executed without errors using Bubble sort

b. Implement Selection sort using a C program.

Aim: To implement Selection sort using a C program.

Description:

Selection sort is another algorithm that is used for sorting. This sorting algorithm, iterates through the array and finds the smallest number in the array, and swaps it with the first element if it is smaller than the first element. Next, it goes on to the second element and so on until all elements are sorted.

Process:

From the list select the smallest element and interchange it with the first location(0th location)

1. element. Now the first element is sorted.
2. From the elements in positions 2 to n, select the next smallest element and interchange it with the second location (1st location) element. Now the second element is sorted.

Repeat the above steps n-1 times. The entire list gets sorted within pass

Algorithm:

selectionsort(A,N)

repeat step 2 to 5 for i=0 to N-1

set min=i

set j=i

repeat for j=i+1 to N

if A[min] > A[j]

set min=j

[End inner loop]

swap A[i] and A[min]

[End for loop]

Exit

Ex:- A list of unsorted elements are: 23 78 45 8 32 56

![A description...](data:image/png;base64,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)

A list of sorted elements now : 8 23 32 45 56 78

Time Complexity of selection sort:

Best case :O(n2) Average case:O(n2) Worst case :O(n2)

Program:

#include <stdio.h>

void selectionsort(int[],int);

int main()

{

int a[10],i,n;

printf("enter the size of array:\n");

scanf("%d",&n);

printf("enter the elements of array:\n");

for(i=0;i<n;i++)

scanf("%d",&a[i]);

printf("\nThe unsorted elements are:\n");

for(i=0;i<n;i++)

printf("%3d",a[i]);

selectionsort(a,n);

printf("\nThe sorted elements are:\n");

for(i=0;i<n;i++)

printf("%3d",a[i]);

}

void selectionsort(int a[],int n)

{

int min,temp,i,j;

for(i=0;i<n-1;i++)

{

min=i;

for(j=i+1;j<n;j++)

{

if(a[min]>a[j])

min=j;

}

if(min!=i)

{

temp=a[min];

a[min]=a[i];

a[i]=temp;

}

}

}

Output:

enter the size of array:

6

enter the elements of array:

23 78 45 8 32 56

The unsorted elements are:

23 78 45 8 32 56

The sorted elements are:

8 23 32 45 56 78

Result: Thus , in the above program successfully executed without errors using Selection

Sort

c. Implement Insertion Sort using a C program.

Aim: To implement Insertion Sort using a C program.

Description:

**Insertion sort** is a simple sorting algorithm that works similar to the way you sort playing cards in your hands. The array is virtually split into a sorted and an unsorted part. Values from the unsorted part are picked and placed at the correct position in the sorted part.

Process:

1. Select the second element in the list and compare it with the first element. If the first element is greater than the second element then the second element is inserted at the first location by shifting the first element to the second position. Otherwise, proceed with the next step.
2. Select the third element in the list and compare it with the sorted two elements and insert it at the appropriate position.
3. Select the fourth element and compare it with the previous three sorted elements and insert it in the proper position among the elements which are compared.
4. Repeat the above steps n-1 times. The entire list gets sorted within

pass.

Algorithm:

insertionsort(A,N)

repeat step 2 to 5 for i=1 to N

set index=A[i]

set j=i

repeat while j>0 and A[j-1]>index

Set A[j]=A[j-1]

Set j=j-1

[End while loop]

Set a[j]=index

[End of loop]

Exit

Ex:- A list of unsorted elements are: 78 23 45 8 32 36 .

The results of insertion sort for each pass is as follows:-

![A description...](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVgAAAGVCAIAAAA0eH59AAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsMBx2+oZAAAPHtJREFUeF7tfV+IFtf5/+uPEBZqEivdxUjxDyi42cUsJRSFhpiGXdaLouYm5ipR9wVzlbheaKBUvdMLN/aiBNmt2qvqlS6UuKx8q6WCJiHdJXWzNhGSTYvKbmtsCVQSqL9nzpl33jP/Z86/mXnnM4Tv1+7MeZ7nfJ7nfOac58x7nmWPHz9u4AICQKDeCPy/encfvQcCQMBBAESAOAACQABEgBgAAkAAMwLEABAAAlgaIAaAABBAjgAxAASAAENgmcbtw6NHj/7pT3+6du0asLWPwKpVq+7du2dfLzR2BgI6iWDZMp3SOgNfa70A+Nag7khF2D7sSLeiU0AgHwIggnx44Wkg0JEIgAg60q3oFBDIhwCIIB9eeBoIdCQCIIKOdCs6BQTyIQAiyIcXngYCHYkAiKAj3YpOAYF8CIAI8uGl/enevs30CYB40V+0a4FAIJCMgM5PgPBNi0S0EWg7jv2f2HDyyCsSn3sCfAnw0cRDADMCBAMQAAI4jwAxAASAAM4jQAwAASBACGBpgDAAAkAARIAYAAJAADMCxAAQAAJYGiAGgAAQcBBAjqBD4mDdunUd0hN0owgEQASNH/7wh4Fv+2z+z0inSxjw1VdfSbRCkzojcOrUKS/8QARF0C90AoGSIQAiaAwMDJBTrl69Sh/22r8i48GmGdu2bSuq79RNaLfpa08XwU6BxyOfXyCCkjEzzAECRSAAIigCdegEAiVDAERQMofAHCBQBAIggiJQh04gUDIEQAQlcwjMAQJFIAAiKAJ16AQCJUMARFAyh8AcIFAEAiCCbKgvXTkY/Q3awStLLQm+ZybmsgnO8ZTfhqAC8a5gVA75SY/OTVD3fSqjEDHQadco09gmw5SMbbJf1B2Q4lk90IAI1B3FJJA7eobG2sKa/cu0DkcaiT75DVLQHncB7WNDPf5Rq9jJuYn+ZlDE4oLQW0X5Kc1NY5vKAiLyAWyT/aKOS4png+qlww5EkM1X3YMnA5+A3RqnlqPThwe7HQlzkw4LjN9yH1qcHm00xqZmvdlCNi2xTy1dOUMj0RP/+DFT0DzjTkeitHs3FVU7FBemgcbS3Xmn+4s+VEb6VJVFtTeMbYrJidim+EUdjWTPcvVCXDhBKRd2IAI5Z7F3pEcDXMbo9I7WQOge3Ou4ZGFRTnqw1dLs1JgovtHwKZi7wVjCG4b8pp5r6crxobHxW4z2xMuZEIwODzAWtHCZwzaNB5KwTfGLOi7JnmUsQWTc5t++ESLmk/zdlO8CEeTDiz8dpoGetaONsaHJVmKAU/Xo2h4Z6eE2bD4S71/mfuFtzGfyvasl4iGge26CZsUCxXi32YSgd2GynTgxlx8wi22KhxKxTfGLuvMTtfNJmSYyBhHk95Y7H9wrEi+FBL00aYXGL2dROX5Lipqz2cNsEF6TLYJi2okGaBWhPk93CMX3wmnbxjIEzaaQOfDlLLJ1IuNTtrGNNoulS1OxjfZLxo4mPBalnfmA6F7MFkrTMYggt5PcCZm3DHAFsFmceDVv6N84aOlyXtSBhUlAeb9yqpLTgJsDCaDEXkZiioAtHZr90nGY7AWb2KbHQzMWWzaBSvRLuvS0JwLaiX/FVGaRycKbN28eZRd1gf9jamoqrTvVvc+Xbb7pANszYDkDL3fmJPPiA0ap9/RyYK/8iPkGm0nSxXJGQ8fbO5u5FbIOxYc0z50KFvSN8PSlAfKziW0CTqnYJvglN/yhBkna2zlknqNur1Bz6NUwI6BDsk6cOHHs2DFSS/+XrlWrVuUwoVqPch7Y6k+Pu0kj4e3ZPXiYnCKXwE0AxJkFsul68sSfD0sF7axDFFI9rRwA2zdwVj6xE43u1b1GPGkN24zWR2Kb0S8ZVSTSUduzTu7EnyvkUdeYv5t/t0oDEdCw379/v2f8zp07xQMP1PteKgmRPGDHQifYWOoumDZka8TAADW7yx+lkSGjLT1qB9J0LRmwjfVLuvS0J5K1M+rVtTOlgQioN4cOHerq6uLdOnLkSFr/qnufJ2pDmwHcJeJcnO266cncc7Tc5WfUVCCsnW8bKCSUQ59NsByAMwdlywFXY4+XEnC/NVDQGBsTFrBNiMdUbBP8oh7mKdr7tpJXxMQMjzo5L+g6Kemdd96hjtN0QJdAa3L4sU3ZjuvyxkPQOrY6C17B722iukRtqBqy+B/9JfRgaBvfVdVaHkbdFz4/SsIy22FhoY5HaMzS3aAlWbRLY5saQlm0s4RL8ErC3Xk2E/bK2t3vygLGZdEdjnk9MwJvUtDR0wHKCUZPCKj7zivUF7DOqNC2fRjKmgcDk3JJPu1OMKhvHya90iI0autuQK9ZbFPf2wnYpvolVXjqA8meDUKTmj2K1aeNCChTcPny5Q7ODjgQJn9A4ptPax0VrZxx6BUnDHafdu0kEPyyxUOjZZJ2jf6QNYdt6lBs+T2ip1n8kkV+8jMpnhVvy0fdMuqeZ8bCwsIbb7xBq/0tW7ao258s4dGjR7TvSDUFLl68aFpXsvyXX3752rVrtDTg8yXLF6XlaV0gKp088oroFNP2UPdpHldI36lr0F4I8hExL75k/vznP5sOu4D8J554InUhZ/qBPDkC/bYQIBlyBPr1iidbZ8uPGLEh0zrZiGZHaG21h2PeNyP49NNPn3/++RUrVrz99tumGeHhw4e//vWvV65c+a9//cu0LswIEhDAO7mQd3Kxs6GUGcGXX35J9tEHQsYouC3Ypq7k7mBGgBmBhYAPqyhwPmJw16DYtzq0AwEgoIKAtl0DFSPQFggAgWIR8OUIqKLu+vXraWnA5+1GL5u6kjtCOxeUsDDa2WTh4V2DAo2B6vog8N577/HvAOnCjKA+fkdPgUAsAiCCxjfffKMlV0TfU9FXVTMzM7mkRXomlwTFh+mr8Lw2K2oUm0O7RjDzivKmAxSEWBrofEvQQQx79uzJ9YVl4R8U6ew/ZFUWAcwIdLpueHj47Nmz27dvn52d1SkXsoCAYQRyEYGvlELgB/DuoWrOQRbKh2QZ7rNR8eACo/BCuCEEshMBr7TQ/v0lHV/jjXh2SpN3q1e4Y8jsUosFF5TaPTAuCoHMROCcGCWcaMsObHJPR2Mnt7bPvO7bQXf01faopN/ABZV0W42NzkwEzo8dfT9ybJ9Rx34HGfgZqq4TlKrrGnBBdX1XQ8szE0EIG+dQhqgj6thxSaET92sIbaMBLqil2yvZaVkiYKfiBQ715rlElkiQPyChkijGGw0u6DCHdmp3pIigdYJ7YDngHpWyOD1Px14bKnVRQT+ACyrotNqZnJsI+AnuSSW1+OHq2orxdoJLwAWd4MWO7kM+IuDV2FNPSDRV66LKngAXVNl7NbBd/D45+bAQfkxuxJnVoaOu2ZMppyqX52CSvF9oqzwf/j3CU08/E4gy+ouKCrQFAhII+I7QTxqcbHDHnFzvv8d4IfWM+3oSAXlI7rdJEq5FEyCQHYGsS4NQMTxeFI+nBClLuDjdaBXKY98YYtsgbjaJNUIN5tnV62JWIgjVwOJc4+0bmD1Vv3q4JloMLugwh3ZAd7ISQQd0tVRdABeUyh0wpjAieP311wl9OrCsVXi7kv+fjoU+evSoXBiBC+RwQysTCOBgElVUicBojSQtReIsE2ldaAgE4hAobEYAl3AEMC9AJJQBARBB8V4AFxTvg9pbACIoRQiAC0rhhhobgdqHqs5XzBGI6pEvUHUG2ssi4COC69evv/jii7KiZNpRNeTvv/9epmVp2mgkAuoTuKA0jq2XIT4iWFhYeOONN7q6urZs2WIahkePHt28eZOqDF28eNG0LqPy9RIBuMCosyA8DgGlrS/ASghoJwJwAeLKPgJIFtrHPF2j0dxhb9/mwMdb9Jd0m/BERyOAGYGqe03MCLhNhvIFqK2k6vJObI8ZQXm9GpgXUFaFqKG85sKyKiMAIpD0HmU66VcG/IcG/B8mRqnHBaRu165dBw4ckDQXzYBAIgJYGkgGyP3799evX09vaa891RQeGBiQFJfY7NKlS8QC/JH5+flNmzapaMHSQAW9Tm2LGYGkZ6kC+v79+73GVN7bEAsQ15w+fdpTdP78eUmL0QwIxCMAIpCPjkOHDtE3F7z9kSNH5AWlTQfE2soXLlwwpAhi64wAiEDe+96kwNx0gIzbvXv3vXv3rl69ShMQ0nibXfJGoyUQiEKg1jkC+pKSvmtcvnz5hg0b5MLjwYMHdMLKb37zG2kJefXS7ODJJ5987rnn8jb0nqfDVHYc+z+x+eSRV4hopAWiYYUQ+Pbbb+/cufPss8++9tprotm1JoJTp07VMw8fJoIKhTJMVUdgxYoV33zzDYjARWBiYqLZbBIohvJ8qQ57+PAhHdZmWfu1a9fCRLBt27ZUa/U+UEjfvS7UVjt1nCaVP/7xj//+97/7HJr95PPOe5LPh2kMFNU1MsC+duoyEYH4H/3FPgKF9N3rZm21x8U8koV633OQBgQqiQCIoJJug9FAQC8CIAK9eEIaEKgkAiCCSroNRgMBvQiACPTiCWlAoJIIgAgq6TYYDQT0IgAi0IsnpAGBSiIAIsjstqUrB4UjvnhB+PYl3j14ZSmz1PQH/XoFEwQ1vmeCpqWryPHE3ARZ4NMQZZ9eE+z1LgqIZM8mR0UOYGMeTYkrbdCACLL5iuK/Z2hMeLbZLwwHcod4d2yoxz9WsumQfSqgvUGm6aWitmFzE/3NoJmLCyIusp2IbWexdxE2JHs2OSrUoUiJq6B6FceDCLK4a+nKGYr/8Vveh2mL06ONRvOM++afm3Q4wrvtv5lFfuIz3YMnA9/93RqnBqPThwe7nYZR2semZnVOSrh9FJZhGmgs3Z13jFn02TjSp9xtV4C13kUanOjZlKhQRyA5rrh6ISqdsJB2PIggg7+WZqfGKNZ3tKO7e3Cvg/rCIhuJNxhLeMHPbxq72FvZowGuRjDOZ5pGI5auHB8aG7/FSEi8nAnB6PAA4yRDl4XeRVue6NmUqFDHIjmuGEsQAbc5t2+EyPgkfzvkvkAEGSBj7+R4hJkDhHcgnz/3rpbzSIo9YRroWTvaGBuabOUs+ItidG1Pho5lf2RugtY+Atl5LdmEoHdhsp270JsfsNK7OBwSPZsSFdmxldLOJ2L6CBhEIOUwNtp8cwRHDEukLVtGNEDLBH2zY8FCdza6V6R9Ckh6TdP6kF9OsmL8luyLIebNSNTme/m0H2MZAvoNZ/svvuyJFLpiIwu9y2BjNs9GR0UG8ankH44rhju9bMRsoQoFgwgk/MRej4HJuV9Ms99Ius6dDgprFKaWzSHFq3kjsKch0cl2E2cSEtdb9mISUwRs6dDsV4nJgLGGe5cTmnjPpkdFTlURjwe0E+eKSWokC9URzi6BXg7slR/xzmUzSbpY1mbouNZNRG/Aj/umA60UnpCtc3KV+oiIZQjjSY9nMgUs+kZ4rlQTFfEEpbHeZXV7qmcToiKrjvjnkrS3M9gMd2GNmE8vZgR58HLmYWySnDzx54NBOoEbZxFPHm31J+TdlJW7g+A07R48rE87E0/h1dPKAbB9A2cdEjvl6V7dmwfTxGcN9y63nZGezRgVuZWFGojandyJP1fI/d6Yvyu1XwQiyOofx90sYRZMG7JVWmBYmNhbj+SBrNYbei6q78xO3clKQ/Yni83g2dioUDc4WTujW3fbSl1XowEiyIaiuwCMmgpwl4grAb5toDGl69jI08ShzYCwdrbPp2vXIvQRA8sBOPNRthxwtfd4KQH3WwNdfTfcuxTfp3o2ISqyhVXSUyna+7aSJ8RkDPe7NPL2z6gqj8bMR5WFNs9dB7YWaFH3hc+PYnuc58AsbwQGpbG1YfAKfuEjNKJHFY4qC5kR0fcE5W07MvY9b+8yRldG7SzdE7ySvO48m+55HdofP46CJlU3jipToOhQ3jooi7I5Pq847tC8fRgzISBLnJe2T7szDvVuHyZhF9F3ncrL17uWZ1OjQiHi3KbJcRWEJjV3lWQQlgYZ3NXK2obeNsJg982hNZOAY2Ly5ys+7TrHYQid4Dc2nm0tcEz1vSXfaO+igiHOs1miIkNwpS1PxA/Mw9iKxikh49Y1ePfdd2/cuEHVNamWjrrxyRKoUA9VEH3rrbcCJRZM6w3Lp4O9qdoHnSNcVHkPMuDYsWOWtZekCGohffdioLbaY2OeE621Qj2eJ/bt25dxOWfuscw5AlMmZF0ratWvliPQZkohfcdx5nEx784IXnnllT/+8Y87duywUGxjcnKSSizQm/BXv/qV/VmAqBEzAo4GlTyjEWLZF7V9JxPOBfY9ZUbw5ptvkn1nz57VRvjxgmzqSu4OZgR8+4Bcb8HvARWYEdjHnDRi18DyCw/qgECVEHCXBnv27Dl37hzNCPjr2uhlU1dyR/7whz/84he/oNXQe++9Z7TLccJpifS73/3OsvaSVEMupO+eI2qrnTpOhX9feOGFjz/+2BeWfH5ic7puU1fy7MvyCCyEayKVhj8oKo9tsMQCAlT4NzA0aj0juHDhwv79+5cvX25/04Q7W6Um74MHD2gjdvPmzWR/rtBBNWRF5HOhHfmwit8VtX/77bd37txZv379X/7yF8wICknTRCj98ssvjxw5Im3N5cuX6buPmZmZXBLI/QqfGOdSlfSwYt8V7aiz9kjo8GWhIsMqNV+3bt3Ro0elRQwPD1NaZ/v27bTwkxZSVEPFviuaXWftkdCBCBQjquDmleaCgrGDegGBnETAfiPtP4bKPc7N1OGV8FYaAuCCNIRwPx2BfETAD1r3Xc6v4vy/fTTwq5P0ftT7CXBBvf2vofd5iCCqzE2DzuLpiNNoNGBZqAhwQaHwV155diJwzmoenw4eguH8KNvQCf6Vx9Z2B8AFthHvIH1ZicA5B6kxvWMgYmEw2rjhVQc1coh3B8FtuivgAtMId6r8jETgJAeC52g7kDiHdI7Nrz3MtyYXpxtDPeCCYmMFXFAs/hXVnokInORAVLmrRsNfbo0dqCx9snpFESyh2eCCEjql5CZlIAInORCq7hXTLXbyquTJ6iVHqlrmgQuq5a/CrU0nAlZjolXhghVYYmX2sAIo3HcpBoALyu6hMtmXTgS+sxvZabnsswF2UmLo+yJeG9dMHeAywVYRW8AFFXFU8WamE0GSjd0Dw06dvdanhrG1s4vvZ20tCHPBU08/Q2eTif/RX2qLDzrOEVAjAueQbZoktEpyOylF3ef5w1HKCAS44D//fhj4/Rn9RVkJBFQbgZxEwNYJ/m+ITR/oX218S2I91gglcURpzchJBDr6MTU1RWLowLL275Twr5wI0HFjeX+/DC7QEbwdK6MAIqCIJDjtnJiseHxFaZvTWbR0HnzeqAQX5EWsPs8XQAT1AbeEPQUXlNApZTAJRFAGL1i1AVxgFe6KKAMRVMRRWs0EF2iFsxOEgQg6wYsSfQAXSIDWwU1qXfuw0n6lfQbKZSp2gXZwaPuGTkO2UPNS0VQ0N4qAG0wbN26k086NagoIp2rIExMTNjV2mC4tRECYgAs6LDDkuuMSwbvvvnvjxo1NmzbROflygrK3orIc9+/ff+utt1577bXsrfBkAAFdRAAuQGgRAhqml8CxEAQ0EgG4oBAPlkopkoWlckdhxiB3WBj05VAMIiiHH0pghR0u6O3bHPicmv5Sgt7X3QQsDSoWATdv3uQ/1qBPjKluIv1jy5Yt/KttLZeYO3z06BFVTNUo3FmLLltGlRdFU+kH0erbH1r6XmchIIKKeZ/yrFTKloaoZzcVQdW7+ce54OLFi8Q1X3311fw8HTaj7QIRaINSqyAsDbTCaV4YbetQKXdPz86dO/WyAEmmKcD777+/detWYgTa4qHLfLegoWAEQAQFO0BC/aFDh7q6unhDvjrQe9F04/Tp057M8+fP65UPaSVEAERQQqekmORNCkxMB0j3pUuXxDrrFy5cqB5GsDgnAiCCnICV43E+KTAxHaD+7d69+969e3TkAa1BiHSwOiiHz81aASIwi68h6TQ+Tf9AYNu2bZQp4Izw8OFDQx2B2JIgUOtdg08//fSll1568sknn3vuuUL88b///e+f//xnT09PfbTTfmR4+5BIxzICNUSeI/zdd9999tlnTz/99MLCgoh5rYng+vXrL774ouUQhLowEQATywg88cQT33//PYjAReBvf/sb/53V73//e8ue4Oroo4ADBw7USjsduxomAlp9WMa/hsh7Iff6668/++yzd+/eBRG4CNDXMvRxzrp167788kvLgcjVkQE0MGqlvSQfFNUQeS/kImMeycJCGABKgUC5EAARlMsfsAYIFIIAiKAQ2KEUCJQLARBBufwBa4BAIQiACAqBHUqBQLkQABGUyx+wBggUggCIIDPsS1cOCmfrTMz5G4p3D15Zyiw1/4NzE2SGT73fMm5k0L78eniLKNlMgdBJ3zO6FAsGm5afjE2yZ5OjQhb1druUuNIGDYggm69o9PUMjQnPNvuFsUbuEO+ODfVoG4hB8+Ym+pvBvy0uiJZl65C2pwJ9bxAwWonQtPxUFkjwbHJUqEOcEldB9SrQgwiyuGvpyhkafeO3vOrIi9OjjUbzjPvmn5t0OMK77b+ZRX7WZygwwjTQWLpLRwiNTi/6ajeP9GUVmvxc9+DJQE3oW+PUYnT68GC30zKq72NTs9qmRKblJ/c+0bMpUaGOf3JccfVCVDqOkYYeRJDBX0uzU2MU+jvaY6t7cK+D+sIiGws3GEt4Q4/f1H8tXTk+NDZ+iw1E8XImBKPDA2xcGr/YjMSjAa5OgMYHjC5jTMuPtTPRsylRod755LhiLEH032b8vhGi7JOcn3NfIIIMkLG3YjzCzAHCG5jP3ntXy3kkzp65CZqjCnTjPccmBL0Lk+0EhoFluqstTAM9a0cbY0OTrYwJf02NrtX2e0rT8hPdn+jZlKjIEFcpjyRq59NAjfQfmPfV6n/yj/zptwa5e81m/8HZ+OP2u1pYRSTJJgMyandEu/qYFkFBaIbgxFcWA7Jrd/vAeh0WHTQgUTcJoB8dif/RX5LxzyU/oytz9j2bZ6OjIsIiDdpbUcB9wq+MTo+MecwIJJibvZwD02O/mGa/1oSZ8yKO08deDSIpsRBp9uufFriTUWGFxDrNZrDi1bwR2FGRgFhoYlp+PuviPZseFfk0RT0d0E7ZQTGViWShOsLZJVCqlmb+47cilgpsLkcXy9oMHde0icgyhPG0w7N5gjV9IzxbqXc4tlIhe/1rUJ6+FOZGjm6NNGhafka/p3o2ISoyqkh4LEl7exbAvC6s0vLpxYwgD17Orq0zKBfFlEBYAB+K0glcv0CWkyIH97RyAGzfgMg/fpeue3Vvnl5le5anrrb6NyPchJm7g+AI6h48rK/vDdPys3W9/VSkZzNGRV5dyXHl5E78uUKOfGP+rtSODYggq38cd7N0XTBtyL7pCKwE7O3sR2lnY1Zjws5bAAR5ICt2FX0ug2djo0K9y8naGdm721bquhoNEEE2FN0FYNRUgLtEXAnwbQNNKd3QRr6XLGTLAVd7j5cScL810KS9hQ5PUoc2A8J9Z3uc2vZMTMtPdn6qZxOiIltYJT2Vor1vKy1AxVQQR17a7xmzrB35WOZdg8jEPDmxtUCLup8xhZtx10DAP7hrIGxWeHEV2tCI8l+e3HVIaUugmLXOop6eybVrkFd+xkDN2vckz6ZFRbwpOrQ/fhwFTWrUxcU8ZgQZqDuUtw62oWyOzyuOO3R92pduX4R22c9K4pTFTAhYTuCkv+8OB2lUb1p+CrwJnk2NinTPpT2RHFdBaFJzV0nqan2KMc4stH9iIs4spOFY4ImJcTGPGUEaK+M+EKgBAiCCGjgZXQQCaQiACNIQwn0gUAMEQAQ1cDK6CATSEAARpCGE+0CgBgiACGrgZHQRCKQhUOvtw48//vinP/1pV1fXli1b0oAycv/Ro0ezs7O10l6Sasg1RJ5HMHX85s2bP/jBD7799lsxpoNEsHHjxjt37hiJ+hih+/btm5iYsKnR04VqyIXAjmrIhcAuKk2vhlwrInj48OG5c+eefPLJ5557TotvPvrooxPs2rBhQxaBumry5tXLbZPWLqeOK0U1ZBXkswRV8jPffffdZ599tnz58pGREd+TgQ+i33zzTbp99uzZjN9sqzxmU5eKnbnaXr58meqsz8zMZGxF335nfDL5sbx6uTRp7XLqSCNFV67fGmgBJ1KIdN+1mFSs9nAXkCxUJ1mfhOHhYaLR7du30+I/i2j60VGWx1KfyauXC5TWLqcutRc2H5DuuxYji9Ue7gKIQItblbhAlwWWB6dldbpQgpxIBEAERgKjqEFiWa9ldUZcBaEMARCBqUAoapBY1mtZnSlv1V4uiMBgCBQ1SCzrtazOoMNqLBpEYNb5RQ0Sy3otqzPrs1pKBxEYd3tRg8SyXsvqjLutZgqUiIAV6HYv/fU0OsgTRQ0Sy3otq+ugACm+K/JEwEo6tE/v9JUJL75fpbOgqEFiWa9ldaVzc2UNkiYC5+jGdknOvhE60lV7bZ3KohpteFGDxLJey+o6LEiK6o4sEfCKe7hyIlDUILGs17K6nE7A4xEIyBJB9+BemgJ4lTZZSY+a1cGRjKeiBollvZbVSToDzTwEVH50JJzln6mihoouLb/0KI8Q6R/tKHbBst6wuqeefiYw+ugvip1Cc3UEZGcEDV70rZcqeTjX4vBUT3xRTvBuCIGiXpiW9YbV/effDwNRS39BgBSOgCwRsDK17WQhq8QqXZK5cBQKMcDymPT6aFmvZXWFuLIDlMoSgVPu11cTk5VslCzJ3AE4ynWhqEFiWa9ldXK+qHkrWSJwyrOHizL3rqb6vLjyIFDUILGs17K6PB7Asw4CskQQ2DVgtbhHp3f0AdX8CBQ1SCzrtawuvx/q3UIlky/WhZbYNvCOKtu2bVsHOCF/gXMf9pbz+Z5uy3otq1NPp9dEguyMgA1cqtrsXSqVsK9evdoBcFOdWRU6K+qFaVmvZXUqHqlVWyUiqBVSFjpb1CCxrNeyOguO6wAVIIJyObGoQWJZr2V15fJxKa0BEZTOLUUNEst6LasrnZtLZhCIoGQOYeYUNUgs67WsroyeLo1NIILSuMJvSFGDxLJey+o4xr19m9sn6rB/0V9KGge2zAIR2EI6v55CBon9+Yj9bt7+7K+Bakv0l/z+6agWIIJSu9P+IOFwWNZrWV2pXV6QcUEioALBZMmePXsCcycT/5MKkJIurhFXHAKBQUJlraempizAZVmvZXUWAKyWCswIKuAvb5BQZftdu3YdOHDAjtGW9VpWZwfDqmhZxgvU4lJHgCZNRsG8dOkSsQC3c35+ftOmTeo2Z5FgWa8FdeQpyhGIfZ888opR32XBudhnMCNQxZ/e0kfZRYL4P0xM3WlFcPr0ac/W8+fPq9qdrb1lvZbVZcOgFk+BCFTdTL81OnHixLFjx0gQ/V+6Vq1apSo01J7ek2Kd9QsXLmhXESnQsl7L6uxgWAktIAJVN9Gw379/vydl586dAwMDqkJD7Xfv3n3v3j36dRbpIo232aVdS1igZb2W1VkAsCoqzC5rq4KCop33799fv349TWtJzszMjAkiCFh47dq1rq6uLVu2KFqet7llvYbUIUcQ9juIIO9YiH6eMvmnTp2i6cDFixf1SIQUYwiACEAEEcE1MjLy29/+1ljUQXAZEQjvGpTRSsM2bdiw4YsvvuBKkCMwDDbEA4EqIAAiaPzsZz8jT9G5aUWdknT27Flotwl+5MC0aQDXVaDfSTWBwCMfM4IqEDVsBAJWEMCMwArMUAIEyo0AiKDc/oF1QMAKAiACKzBDCRAoNwIggnL7B9YBASsIgAiswAwlQKDcCIAIyu0fWAcErCAAIlCDmYo+tg9vmphTE5be2qduWVCfePfglaV0cdJPzE1Qr33q/ZZxTHThESWbKRA6adoRydgm+0UaZq9himc1dB5EoOAlwr9naKwtoNkvhqaC4OimNPp86hqkrz3WAsaMDfVoG4hBc+Ym+pvBvy0uCEBo73qKQNOOSMY22S/qWKR4NqheLgpBBPKOmpt0WGD8lvtN2uL0aKMxNjVr6E28dOUMjT5P2+PHTF/zjPvmjzLGuynfx3BLVvg69Oelu/ONRrAQ7oim4tjdgycD3/2x8ruj04cHux1LTDsiEdsUv6hDn+xZrl6ICwcaiSgEEah5SigFzyrFN8YWFtUkxrRemp0ao9AXCs/79M3dYCzhDT1+U/+1dOX40Nj4LbEONlPiTAhGhwfYuDR+sRmJRwNcnUFHJGKb4hd1LJI9y1iCCLjNuawycf6SxCACeVf1rB1tjA1NthIDnJtH1/bIS0xoyd6K8f5l7hfewHz23rta78icm6C1iUA3nr1sQtC7MGkjXxKmAcOOSMQ2xS/qsZConU/EdBAwiEDeVRQD9GakJRm/nPX7+K38XCxrACMe3xyBTZOdNN6yZUQDtIrQNTfnJjoj0PfyaVvOMgTNprBk8OUvZLsY0c6die/liwJ+2XJENmyj/aIOQZR2hjvRvZgtlEvRgghUPMSmbeLVvGF848BVx17OgelxwJZ+rTsHnAbcVXkANPZiElMEbOnQ7JeLySSPuFNhYYXEOcqyI5qx2Kb7RSXgeNuAduJcMYmMZKE6wrkk8KyZkCBzsnfxEZJLdsrD9HJgr/yI6QebSdLFckZDxzVtIrK+xtMOz+YJ1vSN8FSmbl7kC2bfdKDRsOaIVGwT/KLu/iTt7RwyT1m3F6xZ9WJGkBWp4HNulkh4RXYPHiYvSGRsc5ngzALZFD154s+HoiZjWF8pvHpaOQC2b+AsimInHd2re3N1K9PDnAe2+jcj7DsiEtuMfsnUz8SHRO1OdsSfK+RB2Ji/m3PzCkSg7hl7EpxgY+m6YNqQrREDg9Lezn6UdjZmNWdOI3nAOPoZsI31i7pxydoZ3WrZqAIRyPqK+0CcfLOtNf2pes9Ad/kZNRUIG8O3DbQklFk2zr+Rz3IAznyULQdc7T1eSsD91kCT9hYAPEUe2pUx7YhUbBP8Ihtc7XYp2vu2kifEZAwPwvzIgwikfdW3gy/HvPkyy9iE0vjS8gMN3c/5BH3id7x9Izwp4J+8B1fTumwJyuHa/RsowY1+dd2tFHlIu2FHJGOb7Bf1Xqd4lkeht3XF04YSfgcRyLvKeU+y3EzrchbuprYPQ3nx8GD0G+O8r/VuHyYhRZksHxTh1Ys8zm7LmAkB3TXuiIjetbBN9YtyvxsJ2iM6n5o9ijYIRKDmKN+k2RQJOCa2csahMzaFwe4zxigJBL9ycSw0rT350x3TjojrXRa/qIVYBmxF4ySDEESg7iVIAAKVRwBEUHkXogNAQB0BEIE6hpAABCqPAIig8i5EB4CAOgIgAnUMIQEIVB4BEEHlXYgOAAF1BFAWvYFqyOphVDkJqIZMLkM15MrFLQwGAmYRCC4NNm7c2D5lxsq/6IVstotp0icmJuxXwhU1Xrx48Z133inKBr3aL1++vGrVqpmZmYzdUdSeVx23KjIiMhqs8THFvqtb8sUXX3hQBJcGRAR37txJGzs67+/bt4+Gok6JkFUoAlNTU3v27KEhOjAwYMEQCXX0ggsvDeIIwkIXyqAiOCPgJdOpfLo636RKePPNN0mXWKS9DIjABkUEhoeHKX62b98+OzurKCpLc8vqsphUxWewa1BFr5XdZsuD07K6sqMvZR+IQAo2NEpDwPLgtKwurffVuw8iqJ7PqmKx5cFpWV1VvJDRThBBRqDwmAwClgenZXUyiJS1DYigrJ7pFLssD07L6jrFSw0QQce4srwdsTw4LasrL+55LAMR5EELz8oiYHlwWlYni0qJ2uUmArfwUqA6vdMjX5F2rUV2SoQXTJFGwPLgtKxOGpayNAx89sM/8on7oMg7xbpVS8er88NPrmwVXHGrVi8mf1OUrCv1eyQ8UEUE5D4Klu5ppLqnnn4mMPzoL9IqOqNhnhkBq+7YroXrHKTcqqTjVJsR6mOyYiwSdZfKwo6wwxgCll/Uker+8++HgdFLfzHW42oIzkME7KzUwOG4bpUV55bv+FQjFa+qASmsTEGgDFwAJwUQyEME/qaspEpsOQ/nuHfNBa/gu85BAFxQNl/KEAHPCrIafDGHqLPqLxLlVsqGDuwxhwC4wBy2EpJliMAtp7A4PU/lcL16d57yVm1ooxU2JLqKJmVDAFxQHo/IEIFrPS/A3DxzRSjAzGtDO7sHoIHyOLnEloALSuIcBSJwq+C2O0JTAVovSNZeKwkeMMM6AuAC65BHKMxDBOxbInEpwMpS9q6mwtjscyKaChALSNZeKwMYsKEgBMAFBQEvqM3zQRH7asj7hkj8ash/J+MnFuIHRdu2bSseC1iggMC6desy+j3usTJ8a6TYheo2b+QhAno2WPuaN/f9tR1MrQ8NY+DBl4XVjZuw5eR29e6AC9QxlJOQZ2ngjPDo6tC+v7YNQcJQ4Q1by6ZYIxTl9rxEUJSd0FsXBMAFhXgaRFAI7FCahEBnc0Fv3+ZAwRD6S+EBASIo3AUwIAKBDuaC25/9laoqiP/RXwoPAhBB4S6AAdEIdDAXlNDlIIISOgUmuQiAC6yFAojAGtRQJIMAuEAGtfxtQAT5MUMLuwgEuODRo0dU79CcCZbVmetILslBIrh+/Tq1pyKWFiohnzt3jnRxjbiAQAIC3uC8efPmrl27Dhw4YBQuy+qM9iWjcMwIMgKFxwpGgAbn+++/v3XrVpoO3GaXUYMsqzPalyzCg0RAJdPlPlGUboWa6Fn8VNpn6BV9lF1kIf+HoXk7rQhOnz7t4XD+/HmjmFhWZ7QvWYQvowGc5Tk8AwQiEbh///769etp2Hh3Z2ZmBgYGtMNFI59WBKSOS960adP8PP341dRlTh0tuukjAtHuySOvFD4MsTQwFUk1kbtq1ar9+/d7nd25c6cJFiD5u3fvvnfv3tWrV0kdKTW9OrCsrvBowYygcBdU3gBxUmBoOhDG6Nq1a11dXVu2bLEDn0Z15ZwRgAgalBb68MMP16xZs3LlSjtRFdDy8OFDimm6qqv9zp07//jHP370ox/19/fn6kUH9D1Xf+lh4pTw0sDyeRxff/31gwcPDh48+Mtf/pLbDyJobNy4keI4rzvxPBCQRiBMBNKiVBru27fPS9WDCBqvvvrqxYsXDx06RFMDFVil2544ceL555+vuvbZ2VmJ7EBn9D2X619++eUwEVDuI5cQxYcJdtrcOXXq1Ntvv+2Kkt7265iGhR+URAbEFZu0ADK0WwBZVEEDL/DrQ/qLZRvCMY9dA0VuRXMg0AkIgAg6wYvoAxBQRABEoAggmgOBTkAARNAJXkQfgIAiAiACRQDRHAh0AgIggk7wIvoABBQRABGoAchLxLtXuDK0mvBwa5+6UCVq8e5BsTatJjOS5SfbpskEJiZUe88puBc6QEOXN6JkM2UCxKbDIMWzGtSDCBQilPCnqq9tAc1+MTgUBEc35UVmhXukrx3tAWPGhnoiStYr2JQsP9k2BbXhpnMTVGQzcC0uiLhoVZcuzHQYpHg2CL1cFIII0h0d98TcpDMsvbpurO7b2NSsUCVeXnbUZOAMxb9QRY7p86rSRxnjL1mvZkyi/KUribapafa15rV2gxerxusV5XQ/ztFVZytcxsut+nl4kJX/NR0GyZ7l0Atx4RgnEYUgArUoHZ3e0edK6B7c6/hgYVFNYkzrpdmpMYp1T5tTfU7QN3eDsYQX/PymvitRfopt+qxYunJ8aGz8FhuI4uVMCEaHB9i4NH6xGcnotEsDXJ3BMEj2LGMJosA26/WNEBHmL0kOIpAPnJ61o42xock5VwLn5tG1PfISE1qy91K8f5n7hXcgnz+7Jes1GJQoP8U2DeqZiLkJWhkJZOfJZROC3oVJG9maMA0YDoNE5PlUSAcFggjkw5Tin95NtCTjl7N+H7+Vn4tlDWDE45sj8NHCjCEaoFWErtmxYGI2+dG2yfbUpYH+pu/V15bGMgTNprBk8GVPlNT6G7troL18UcAvW2EQhTzrOdG9mC2US5KCCFTChE3bxKt5ozU/UBGbpS17PQYmqAFb+k3sHLR1NGPlp9uWpYe+Z5wXcVxv2WtRTBGwpUOzX25EJJnmTsSF9RnnKMthEECeWE9MIiNZmDu61BrwvJWQonKyd/GjQ02ZvzW9HNgrP2L6wWaSdLGc0dBx7ZuIqfITbJOFgCEdT3o8mydg0TfCE6m6WZkv133TgYazc2knDJKQb+eQecq6vWDNijlmBFmRCj7nZsiEnFH34GHygkTGNpcJziyQTZKTJ/58MJgzJlJ+Rtty9ZeGmpMnpeDuaeUA2L6BsySLnfJ0r+7NqSTD45wHtraSw7yF/TAQkXfyE/5cIQ/CxvzdnJtXIIIMEVCaR5yBxhJmwbQhWyMGhoXOvfUM8mNtM41elG1szGrO20bygOnO8U+lYj3LCE/LRhWIQNaV3Afi5JttbulM1QdMc5feUVOBsDF820BLQpnMSJWfYJsswF670EY+ywE4s2G2HHBt6/FSAu63Brr67trBE/ShPSHTYZCCfN9WwkJMh/AgzN93EIF0nPbt4Msxb8bKMjahNL60/BANsBmxoI/PlHn8943wpIB/+hxcz8rbkizf/dgvxjZ5rdlactv82zfBjf5skpKeaiXog8+YDoMUz3L13tYVTxtK+B1EIB8izpuK5WZal7NwN7V9GMpMhwJyxG+M88bUuX1IuSpfZwX5qbbJY5ytZYRtuv0QMyFwZkumwyAB+Qj1qdmjaEhBBNlCLe4p37RVd/CJSls549DhdsJg9xmjkwRcQ+LkZ7FNDWZ/6+A3Ns5dK32PdbDpMEjpnXhbMghBBDojFLKAQEURABFU1HEwGwjoRABEoBNNyAICFUUARFBRx8FsIKATARCBTjQhCwhUFAEfEVAVwNCBT2b/MDIyUlHgYDYQ6CQEfLUP7ZcDFcswFgXrCy+88Mknn2zatGnVqlWF2HD79u0VK1ZAu33wC0G+DNWQqeNUzH50dPTkyZMu7OK+tM0qgDZ1JReW27Bhg/0QhMY6IxCufVgIGvQa9oaGb0awZ8+ec+fOUUFOPkqNXjZ1JXfkgw8++Pzzz9esWbNy5UqjXY4TXsOKwB4Uuvr+0UcfkSi6ctG6tHY5dbzXZaiG/PXXXz948ODnP//55s2bMSOwXIE2Vt29e/f++9//FmVNx2i/fPkyLa9mZmayI6nSdwl13DAaeIVXQw5DhF2DQiYBPqUUvl1dXUXZ0THah4eHaTK7ffv22dnZjGCq9F1CXUarCnkMRFAI7FBqBAHLg9OyOiOQtYSCCIzCC+G2EbA8OC2rM4cmiMActpBcDAKWB6dldYYwBREYAhZii0TA8uC0rM4EsvmIwD1aPVABktulfrS6if5BZl0RsDw4LavT7tUcRMDOqW6dm3yrd6hHOFKRFWLspTNx+Enadg711g4GBHYWApYHp2V1en2VmQhYjZd2vSnnqDTvrGznnlCEht3Lf7K63o5BGhAgBCwPTsvqdLpY9hNjdn4dnx84/wyWok39qKM8nxinmooHqo6A9Mc/ch1PVvfU088EBjD9RU6RxlaZZwR+29mhya0De53zXan+WjuBYLbUlk4ahKxaIGD5RZ2s7j//fhgYwPSXwt2Qmwh4TpBV2RCPSaTzlM+sXWQdXJxu+PIHhfcRBgABrBFSYiA3EbgHpi5Oz1PJKaHMZLs0HSu6hBwBBl/ZECjVvKBs4OQmArcDvMRa84xXZJPWBl7fWHWW3NXXygYN7Ok8BMAFcT6VJQK30hQTyyox4gIClUAAXBDppsxEwFKBYsV5VvqFzQNCE4D2rUqEBoysGQLggrDDMxMBq7HWXgq4RS93sBrRTnk2qnvn0oRvR6FmIYbuVgQBcEHAUZmJwKkpxfYD+Gmm7BvD9rYBFaFyvidkt3qGGtOLkoWXKhJGMLMDEAAX+Jwo+0GR6rcMFk5D64BgRRcSEFi3bp1qFD5+XKpvjdS7Iy0h+4zASEzSkTLSpqNhzRH46quv1IMS8wKOYcFEoO5ISAACigiAC0AEiiGE5h2CALgAM4IOCWV0QxGBmnBBb9/mQPEy+gtmBIrBg+YdhUAduOD2Z38NHKZOfwERdFQcozPqCNSBCyJRwtJAPXggoaMQqCcX+Ijg+vXr5FIqRma2BDKTTrXVSBfXiAsIlAqBGnIBZgSlikAYUxYE6sYFPiL44osvLH+jMjExURbPww4g4EcgwAWPHj2ampoyB5JldYGOYEZgzrOQXHkEvMF58+bNXbt2HThwwGiXLKsT++Iri260kxAOBLQgQGOSv5mPHTt25MgR+seWLVtoCGkRHink0qVLxAL81vz8/KZNm8zpIslG1VF6jrYPRfsnj7xC6wDMCIz6FML1I0C/NTpx4gSxAOcCuqiosX41LYm0Ijh9+rQn//z58+Z0kWTL6ry+gAiMuhXC9SNAw37//v2e3J07dw4MDOhX05JI72exzvqFCxfM6eLTAZvqvL5gaWDUrRBuBIH79++vX7+eXp4kfWZmxigR8A5cu3aNKIBGKam2sDowpw5LAyMRCaGFIOBNCkxPB7zebdu27f333793797Vq1cfPnxouteW1VF3MCNwTrz/8MMP16xZs3LlStMOjpRPgdXFLmjPjsB3331HWcOf/OQny5cvz94q8GQNkae5RmSyEETQ2Lhx4507d6SDCQ2BQLUQABFE++vVV1+9ePHioUOHjG5BJcQK5cCff/55aLc/nGqI/MsvvwwiiI40+m0F/fCBDk0r6hhFMuCll16CdvtEUEPkkSy0H2bQCAQqgwC+I6iMq2AoEDCHAIjAHLaQDAQqgwCIoDKugqFAwBwCIAJz2EIyEKgMAiCCyrgKhgIBcwiACNSwXbpysH2um1gsWk1sXGufOl9xaqeFePfglSXtJiTLT7ZN3ZiU3lnzRKguuA/3VjToigU/qsIZgoKDdXQdRKAQoeSAnqGxtgCqAmti/LUUUAT61DVIXzveAsZQdeoQUSh0lbGMqD0gP9k2JcWscUrvgurNeWJuor8Z7M7ighAE6n3NJ0FTEIII8sEuPj036bAAVYXm1yLVjW+MTc3qfxO7Q+EMRaCnzdXnFaqPMqZdxV6+kx4LRXTWk790JdE2w9qJJRz1Aja3xs14ggZdmAYaS3fnG43R6UXfMX8jfeq9diRQEfLA8YFO50jd4cFu576uIAQRqPlrdHpHy+Pdg3ud+FtYVJMY03ppdmqM3O9pc0JE0Dd3g7GEF378pr4rUX6KbepWJPeOjQUaiO2x1zdCg+ckHyn6rqUrx4fGxm+xgShezoRgdHhAs7YYu9mMxKMB/pCOIAQRyAdKz9rRxtjQ5Jwrgb+XRtf2yEtMaMneDPGxzUJfeAvxGWzval3RmSg/xTZ1PBK18xey8YE4N0ErI4FqvV4x/b0LkzZyRWEa0BWEIAL5MKX4p7cDLUf55aygx29pfw/F2seIxzdHYFPFCWYM0QCtInTNTwUbssmPtk0e6lbLKO1shU6UJ6bMdKXqPIudEeibdLT7wvQ3m0LmwJe7Ue90m3L4CmyvONXRFYQgAhVHsSmreDVvtOYHKmKztGUvqMAUMWBLv8nMJcV+rPx027L0MPmZgHYae2IqU3OykNOAuyoP2MUmBGKKgC0dmv3auYinA0LM39AThCAC6ZjkmSMhSeRkC+NHh7SeiIb0YmSv/IjpB5tF08XyZUPHtW8ipspPsE0dgiTt7TwqT9u2F21qepmf4ymXZ/MET/SNMP3a3wk8UeKbDrDdFD1BCCKQjRI3Qya8JroHD1MEmNs34JY6M2A2TU2e+PNwNGdMpPyMtslC3m4nandWyf5cIXdEY/6ujg0c5meilZ5WDoDtGzgLwtgJV/fqXvUuBiVwHtjq34zQF4QgAv0uMyfRGWgsZRVMG7L1cSAwde5uZ5Afa5s6HMna2bAztVmTanyUbWzMas4aR/JAqnXZHwARZMfK/ySPP3HyzbaXdKbqA6a5S++oqUDYGL5toCuZnio/wTZZgNvtUrT3baVlkLgo547Q1PfQRj7LATjrELYccG3r8VIC7rcGmrS3QOBbI6EdKX1BCCKQjtO+HXwp6s0ZWbYqnMyRVuBv6H7SJujjc1UegX0jPCngn8AGV5TypiTLT7ZNXmurZUrvuCe87RueNtTX92T7uW3+zaPgRr86Aq2tkaAkbUEIIpB3kvOuYHmh1uUs3E1tH4Zyw6GQGPEb47yzdG4fUp7O11lBfqpt8hi3qSCpd0FPpGZQ1A0SJEQgozsKYiYEZISuIAQRqMWEb+Ko2/2iaa18eahctTDYfcboJAHXkDj5WWxTg9lpndI78bZJR9Dky//tVgbblDuf/MmWjiAEESg7CQKAQPURABFU34foARBQRgBEoAwhBACB6iMAIqi+D9EDIKCMAIhAGUIIAALVRwBEUH0fogdAQBkBFEFtvPDCC5988smmTZuo2LYynjICbt++vWLFCmiXwU6tTQ2RRzXk2JBBNWS10YTWFUMARVCjHfbBBx98/vnna9asWblyZSEurWFNXg9n9N1yFWxUQy5kjGdSev/+fVoadHV1ZXpa90PQXivkUQ1Z9wDSJ4+yA0XFInUC2vV5Mp+kYpEP2Ipdg3zOw9NAoCMRABF0pFvRKSCQDwEQQT688DQQ6EgEQAQd6VZ0CgjkQwBEkA8vPA0EOhKB/w/Hc6lTXZaxIwAAAABJRU5ErkJggg==)

A list of sorted elements now : 8 23 32 36 45 78

Program:

#include <stdio.h>

void insertionsort(int[],int);

int main()

{

int a[10],i,n;

printf("enter the size of array:\n");

scanf("%d",&n);

printf("enter the elements of array:\n");

for(i=0;i<n;i++)

scanf("%d",&a[i]);

printf("\nThe unsorted elements are:\n");

for(i=0;i<n;i++)

printf("%3d",a[i]);

insertionsort(a,n);

printf("\nThe sorted elements are:\n");

for(i=0;i<n;i++)

printf("%3d",a[i]);

}

void insertionsort(int a[],int n)

{

int i,j,index;

for(i=1;i<n;i++)

{

index=a[i];

j=i;

while((j>0)&&(a[j-1]>index))

{

a[j]=a[j-1];

j--;

}

a[j]=index;

}

}

Output:

enter the size of array:

6

enter the elements of array:

78 23 45 8 32 36

The unsorted elements are:

78 23 45 8 32 36

The sorted elements are:

8 23 32 36 45 78

Result: Thus , in the above program successfully executed without errors using Insertion Sort.

TASK 2

a. Implement Quick sort using a C program.

Aim: To implement Quick sort using a C program.

Description:

Sorting is a way of arranging items systematically. Quick sort is the widely used sorting algorithm that makes **n log n** comparisons in an average case for sorting an array of n elements. It is a faster and highly efficient sorting algorithm. This algorithm follows the divide and conquers approach. Divide and conquer is a technique of breaking down the algorithms into sub-problems, then solving the sub-problems, and combining the results back together to solve the original problem.

Here mainly concentrate on three steps:

1. Divide
2. Conque
3. Combine

i)Divide: Re-arrange the elements and slip the arrays into two sub-arrays each element in the left sub-array is less than or equal to the middle element and each element in the right sub-array is greater than the mid element.

ii) **Conquer:** Recursively, sort two sub-arrays with quick sort.

1. **Combine:** Combine the already sorted array.

**Algorithm:**

**Quicksort(a,low,high)**

**{**

**pivot=a[low];**

**lb=low;**

**ub=high;**

**while(lb do**

**{**

**while(lbpivot)**

**lb=lb+1;**

**while(a[ub]≥pivot)**

**ub:=ub-1;**

**if(lb<ub) then**

**swap(a,low,high)**

**}**

**a[low]=a[ub];**

**a[ub]:=pivot;**

**return ub;**

**}**

Time complexity:

1. Worst case

aT n=1

T(n)=

T(n-1)+n n>1

Now T(n)=T(n-1)+n-------1

Put N=n-1 in equation 1 we get

T(n-1)=T(n-1-1)+n-1

T(n-1)=(n-2)+n-1

Sub T(n-1) in equation1

T(n)=T(n-2)+(n-1)+n

: :

: :

T(n)=T(n-3)+T(n-2)+(n-1)+n

:

:

:

T(n)=

=

T(n)=

O(

Best case and average case:

Now the recurrence relation is

T(n)=O(

a n=0

T(n)

n>1

By using master method

Compare with general term:

T(n)=aT

a=2

b=2

d=power of n=1

a=

2= (condition is True)

Θ(log n)

Θ(log n)

Θ(nlog n)

Program:

#include<stdio.h>

void quicksort(int number[25],int first,int last)

{

int i, j, pivot, temp;

if(first<last){

pivot=first;

i=first;

j=last;

while(i<j)

{

while(number[i]<=number[pivot]&&i<last)

i++;

while(number[j]>number[pivot])

j--;

if(i<j)

{

temp=number[i];

number[i]=number[j];

number[j]=temp;

}

}

temp=number[pivot];

number[pivot]=number[j];

number[j]=temp;

quicksort(number,first,j-1);

quicksort(number,j+1,last);

}

}

int main()

{

int i, count, number[25];

printf("How many elements are u going to enter?: ");

scanf("%d",&count);

printf("Enter %d elements: ", count);

for(i=0;i<count;i++)

scanf("%d",&number[i]);

quicksort(number,0,count-1);

printf("Order of Sorted elements: ");

for(i=0;i<count;i++)

printf(" %d",number[i]);

return 0;

}

Output:

How many elements are u going to enter?: 5

Enter 5 elements: 20 4 52 63 88

Order of Sorted elements: 4 20 52 63 88

Result: Thus , in the above program successfully executed without errors using quick sort.

b. Implement Merge sort using a C program

Aim: To implement Merge sort using a C program

Description:

Merge sort is similar to the quick sort algorithm as it uses the divide and conquer approach to sort the elements. It is one of the most popular and efficient sorting algorithms. It divides the given list into two halves, calls itself for the two halves, and then merges the two sorted halves. We have to define the **merge()** function to perform the merging.

The sub-lists are divided again and again into halves until the list cannot be divided further. Then we combine the pair of one element lists into two-element lists, sorting them in the process. The sorted two-element pairs are merged into the four-element lists, and so on until we get the sorted list.

Here mainly concentrate on three steps:

1. Divide
2. Conque
3. Combine

i)*Divide*:

Divide the array into sub-arrays that is s1 and s2 with

ii)*Conque*:

Recurrisally sort s1 and s2 sub-arrays

iii*)Combine*:

Combine is sub-arrays s1 and s2

*Algorithm:*

mergesort(low, high)

{

if(n=1)then

return;

else

{

if(low<high) then

;

mergesort(low, high);

mergesort(mid+1, high);

combine(low, mid, high);

}

}

Time complexity of merge sort:

The time following the merge operation is proportional to n. Then the computing time for merge sort is described in recurrence relation.

a n=1

T(n) =

2T(n/2)+cn n>1

Here a is constant

Now

Let T(n)=2T(n/2)+cn-1

Put n= in equation 1 we get  
T =2T+c

Sub T in equation 2 we get

T(n)= 2[2T+ c]+cn

=T+2c]+cn

T(n)=T+2cn

: :

: :

T(n)= T+3cn

: :

: :

T(n)=T+kcn

Now put n= i.e k=

T(n)=nT+ (cn)

=n+T(1)+

= n+cn

T(n)=n[1+]

O(n[1+c])

O(n log n)

Time complexity of merge sort in =O(n log n)

Program:

#include <stdio.h>

#define max 10

int a[11] = { 10, 14, 19, 26, 27, 31};

int b[10];

void merging(int low, int mid, int high)

{

int l1, l2, i;

for(l1 = low, l2 = mid + 1, i = low; l1 <= mid && l2 <= high; i++)

{

if(a[l1] <= a[l2])

b[i] = a[l1++];

else

b[i] = a[l2++];

}

while(l1 <= mid)

b[i++] = a[l1++];

while(l2 <= high)

b[i++] = a[l2++];

for(i = low; i <= high; i++)

a[i] = b[i];

}

void sort(int low, int high)

{

int mid;

if(low < high)

{

mid = (low + high) / 2;

sort(low, mid);

sort(mid+1, high);

merging(low, mid, high);

}

else

{

return;

}

}

int main()

{

int i;

printf("List before sorting\n");

for(i = 0; i <= max; i++)

printf("%d ", a[i]);

sort(0, max);

printf("\nList after sorting\n");

for(i = 0; i <= max; i++)

printf("%d ", a[i]);

}

Output:

List before sorting

10 14 19 26 27 31 85 2 3 25 41

List after sorting

1. 3 10 14 19 25 26 27 31 41 85

Result: Thus , in the above program successfully executed without errors using merge sort.

TASK 3

a. Implementation of Stack operations using arrays

Aim: To implementation of Stack operations using arrays

Description:

**Linear Data Structures:** Linear data structures are those data structures in which data elements are accessed (read and written) in a sequential fashion ( one by one)

Eg: Stacks, Queues, Linked list

Stack:

A stack is **a conceptual structure consisting of a set of homogeneous elements and is based on the principle of last in first out (LIFO)**. It is a commonly used abstract data type with two major operations, namely, push and pop.

**Push(**a**):** It adds element an on top of the stack. It takes O(1)O(1) time as each element is inserted starting from the table of the array; there is no need to shift existing elements to make room for the new element.

**Pop():** It removes the element on top of the stack. It also takes O(1)O(1) time as the top contains the index of the most recently added element.

**Top():** It returns the element on top of the stack. It takes O(1)O(1) time as finding the value stored at a particular index in an array is a constant time operation.

peek() − get the top data element of the stack, without removing it.

isFull() − check if stack is full.

isEmpty() − check if stack is empty

Algorithm:

Push:

begin procedure push: stack, data

if stack is full

return null

endif

top ← top + 1

stack[top] ← data

end procedure

pop:

begin procedure pop: stack

if stack is empty

return null

endif

data ← stack[top]

top ← top - 1

return data

end procedure

peek:

begin procedure peek

return stack[top]

end procedure

full:

begin procedure isfull

if top equals to MAXSIZE

return true

else

return false

endif

end procedure

Empty:

begin procedure isempty

if top less than 1

return true

else

return false

endif

end procedure

Program:

#include <stdio.h>

#include <stdlib.h>

#define STACK\_MAX\_SIZE 10

int arr[STACK\_MAX\_SIZE];

int top = -1;

int main()

{

int op, x;

printf("\n STACK USING ARRAYS");

while(1)

{

printf("1.Push 2.Pop 3.Display 4.Is Empty 5.Peek 6.Exit\n");

printf("Enter your option : ");

scanf("%d",&op);

switch(op)

{

case 1:

printf("Enter element : ");

scanf("%d", &x);

push(x);

break;

case 2:

pop();

break;

case 3:

display();

break;

case 4:

isEmpty();

break;

case 5:

peek();

break;

case 6:

exit(0);

}

}

}

void push(int element)

{

if(top == STACK\_MAX\_SIZE - 1)

{

printf("Stack is overflow.\n");

}

else

{

top = top + 1;

arr[top] = element;

printf("Successfully pushed.\n");

}

}

void pop()

{

if(top ==-1)

{

printf("Stack is underflow.\n");

}

else

{

int element=arr[top];

top = top - 1;

printf("Popped value = %d\n",element);

}

}

void peek()

{

if(top < 0)

printf("Stack is underflow.\n");

else

printf("Peek value = %d\n",arr[top]);

}

void isEmpty()

{

if(top < 0)

printf("Stack is empty.\n");

else

printf("Stack is not empty.\n");

}

void display()

{

if (top < 0)

{

printf("Stack is empty.\n");

}

else

{

printf("Elements of the stack are : " );

for(int i = top; i >= 0; i--) {

printf("%d ",arr[i]);

}

printf("\n");

}

}

Output:

/tmp/F2acUICNBH.o

STACK USING ARRAYS1.Push 2.Pop 3.Display 4.Is Empty 5.Peek 6.Exit

Enter your option : 1

Enter element : 25

Successfully pushed.

1.Push 2.Pop 3.Display 4.Is Empty 5.Peek 6.Exit

Enter your option : 1

Enter element : 25

Successfully pushed.

1.Push 2.Pop 3.Display 4.Is Empty 5.Peek 6.Exit

Enter your option : 1

Enter element : 66

Successfully pushed.

1.Push 2.Pop 3.Display 4.Is Empty 5.Peek 6.Exit

Enter your option : 2

Popped value = 66

1.Push 2.Pop 3.Display 4.Is Empty 5.Peek 6.Exit

Enter your option : 3

Elements of the stack are : 25 25

1.Push 2.Pop 3.Display 4.Is Empty 5.Peek 6.Exit

Enter your option : 4

Stack is not empty.

1.Push 2.Pop 3.Display 4.Is Empty 5.Peek 6.Exit

Enter your option : 5

Peek value = 25

1.Push 2.Pop 3.Display 4.Is Empty 5.Peek 6.Exit

Enter your option : 6

Result: Thus , in the above program successfully executed without errors using stack operation.

b. Implementation of Queue operations using arrays

Aim: To implementation of Queue operations using arrays

Description:

Queue is a linear data structure which follows First in First out (FIFO) mechanism. It means: the first element inserted is the first one to be removed. Queue uses two variables rear and front. Rear is incremented while inserting an element into the queue and front is incremented while deleting element from the queue

![](data:image/png;base64,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)

Valid Operations on Queue:

* Inserting an element into the queue
* Deleting an element into the queue
* Displaying the elements in the queue

Enqueue: Addition of an element to the queue. Adding an element will be performed after checking whether the queue is full or not. If *rear < n* which indicates that the array is not full then store the element at *arr[rear]* and increment *rear* by *1* but if *rear == n* then it is said to be an Overflow condition as the array is full.

Algorithm:

Step1- Check whether queue is FULL. (rear == SIZE-1)

Step2 - If it is FULL, then display "Queue is FULL!!! Insertion is not possible!!!" and terminate the function.

Step3 - If it is NOT FULL, then increment rear value by one (rear++) and set queue[rear] = value

Dequeue: Removal of an element from the queue. An element can only be deleted when there is at least an element to delete i.e. *rear > 0*. Now, an element at *arr[front]* can be deleted but all the remaining elements have to shift to the left by one position in order for the de-queue operation to delete the second element from the left on another de-queue operation.

Algorithm:

Step 1 - Check whether queue is EMPTY. (front == rear)

Step 2 - If it is EMPTY, then display "Queue is EMPTY!!! Deletion is not possible!!!" and terminate the function.

Step 3 - If it is NOT EMPTY, then increment the front value by one (front ++). Then display queue[front] as deleted element. Then check whether both front and rear are equal (front == rear), if it TRUE, then set both front and rear to '-1' (front = rear = -1).

Front: Get the front element from the queue i.e. *arr[front]* if a queue is not empty.

Display: Print all elements of the queue. If the queue is non-empty, traverse and print all the elements from index *front* to *rear*.

Step1- Check whether queue is EMPTY. (front == rear)

Step2- If it is EMPTY, then display "Queue is EMPTY!!!" and terminate the function.

Step3- If it is NOT EMPTY, then define an integer variable 'i' and set 'i = front+1'.

Step4- Display 'queue[i]' value and increment 'i' value by one (i++). Repeat the same until 'i' value reaches to rear (i <= rear)

Algorithm: queue

**Step1-**Include all the **header files** which are used in the program and define a constant **'SIZE'** with a specific value.

**Step 2 -**Declare all the **user-defined functions** which are used in queue implementation.

**Step 3 -**Create a one-dimensional array with above-defined SIZE (**int queue[SIZE]**)

**Step 4 -**Define two integer variables **'front'** and '**rear**' and initialize both with **'-1'**. (**int front = -1, rear = -1**)

**Step 5 -**Then implement the main method by displaying a menu of operations list and make suitable function calls to perform operations selected by the user on queue.

Program:  
#include<stdio.h>

#include<stdlib.h>

#define MAX 5

int queue[MAX];

int front=-1,rear=-1;

void enqueue(int);

void dequeue();

void display();

void main()

{

int ch,ele;

while(1)

{

printf("\n QUEUE USING ARRAYS\n");

printf("\n 1.enqueue 2.dequeue 3.display 4.exit\n");

printf("Enter your choice :\n");

scanf("%d",&ch);

switch(ch)

{

case 1:printf("\n enter the element to insert into Q:");

scanf("%d",&ele);

enqueue(ele);

break;

case 2:dequeue();

break;

case 3:display();

break;

case 4:exit(1);

default:printf("invalid choice\n");

}

}

}

void enqueue(int ele)

{

if(rear==MAX-1)

{

printf("\n Queue overflow--cannot Enqueue\n");

return;

}

if(rear==-1)

front=rear=0;

else

rear=rear+1;

queue[rear]=ele;

}

void dequeue()

{

int e;

if(front==-1)

printf("\nQueue underflow--cannot dequeue\n");

else

{

e=queue[front];

printf("\n Deleted element is:%d",e);

if(front==rear)

front=rear=-1;

else

front=front+1;

}

}

void display()

{

int i;

if(front==-1)

printf("\nQueue is empty---cannot display\n");

else

{

for(i=front;i<=rear;i++)

printf("%5d",queue[i]);

}

}

Output:

QUEUE USING ARRAYS

1.enqueue 2.dequeue 3.display 4.exit

Enter your choice :

1

enter the element to insert into Q:40

1.enqueue 2.dequeue 3.display 4.exit

Enter your choice :

2

Deleted element is:10

1.enqueue 2.dequeue 3.display 4.exit

Enter your choice :

2

Deleted element is:20

1.enqueue 2.dequeue 3.display 4.exit

Enter your choice :

3

40

1.enqueue 2.dequeue 3.display 4.exit

Enter your choice :

2

Deleted element is:40

1.enqueue 2.dequeue 3.display 4.exit

Enter your choice :

2

Queue underflow--cannot dequeue

1.enqueue 2.dequeue 3.display 4.exit

Enter your choice :

4

Result: Thus , in the above program successfully executed without errors using queue operations.

TASK 4

a. Write a c program to convert Infix to postfix expression

Aim: To write a c program to convert Infix to postfix expression

Description:

Infix expressions are readable and solvable by humans. We can easily distinguish the order of operators, and also can use the parenthesis to solve that part first during solving mathematical expressions. The computer cannot differentiate the operators and parenthesis easily, that’s why postfix conversion is needed.

To convert infix expression to postfix expression, we will use the stack data structure. By scanning the infix expression from left to right, when we will get any operand, simply add them to the postfix form, and for the operator and parenthesis, add them in the stack maintaining their precedence of them.

Algorithm:

1. Scan the infix notation from left to right and repeat step2 to step 6 for each character in infix notation until the stack is empty.
2. If left parenthesis ‘(‘ is encountered then push it onto the stack
3. If the operand is encountered then add to the postfix expression
4. If an operator is encountered then

(a) Repeatedly pop from the stack and add to postfix expression which has the same precedence as the scanned operator

(b) Push scanned operator onto the stack.

5. If the right parenthesis ‘)’ is encountered then

(a) Repeatedly pop from the stack and add it to the postfix expression until ‘(‘ is encountered

(b) Remove ‘(‘ from the stack and don’t add it to the postfix expression

6. Print postfix expression

Ex:((A\*B)-(C\*D))

|  |  |  |
| --- | --- | --- |
| Infix character scanned | Stack | Postfix expression |
| ( | ( |  |
| ( | (,( |  |
| A | (,( | A |
| \* | (,(,\* | A |
| B | (,(,\* | AB |
| ) | ( | AB\* |
| - | (,- | AB\* |
| ( | (,-,( | AB\* |
| C | (,-,( | AB\*C |
| \* | (,-,(,\* | AB\*C |
| D | (,-,(,\* | AB\*CD |
| ) | (,- | AB\*CD\* |
| ) |  | AB\*CD\*- |

Program:

#include<stdio.h>

#define STACK\_SIZE 100

char stack[STACK\_SIZE];

int top=-1;

void push(char[],char);

char pop(char[]);

int getpriority(char);

void main()

{

char infix[100],postfix[100],temp;

int i,j=0;

printf("Enter any infix exp:");

scanf("%s",infix);

for(i=0;infix[i]!='\0';i++) //a+b-c\*d //ab+cd\*-

{

if(infix[i]=='(')

push(stack,infix[i]); //-\*

else if(isalpha(infix[i])||isdigit(infix[i]))

{

postfix[j]=infix[i]; //ab+cd\*-

j++;

}

else if(infix[i]=='+'||infix[i]=='-'||infix[i]=='\*'||infix[i]=='/'||infix[i]=='%'||infix[i]=='^')

{

while((getpriority(stack[top])>=getpriority(infix[i]))) //0>=1

{

postfix[j]=pop(stack);

j++;

}

push(stack,infix[i]); //+

}

else if(infix[i]==')') //

{

while((stack[top]!='('))

{

postfix[j]=pop(stack);

j++;

}

temp=pop(stack);

}

}//for

while((top!=-1)) //1!=-1 0!=-1 -1!-1 -\* top=1

{

postfix[j]=pop(stack);

j++;

}

postfix[j]='\0';

printf("postfix exp is:%s",postfix); // ab+cd\*-

}

void push(char stack[],char element)

{

if(top==STACK\_SIZE-1)

printf("stackoverflow:");

else

{

top++;

stack[top]=element;

}

}

char pop(char stack[])

{

char val;

if(top==-1)

printf("under flow:");

else

{

val =stack[top];

top--;

}

return val;

}

int getpriority(char op)

{

if(op=='/'||op=='\*'||op=='%')

return 1;

else if(op=='+'||op=='-')

return 0;

else

return -1;

}

Output:

Enter any infix exp:

((A\*B)-(C\*D))postfix exp is:AB\*CD\*-

Result: Thus , in the above program successfully executed without errors using convert Infix to postfix expression.

b) Write a c program to evaluate a Postfix evaluation

Aim: To write a c program to evaluate a Postfix evaluation

Description:

The computer usually evaluates an arithmetic expression written in infix notation in two steps. First, it converts the expression to postfix notation, and then it evaluates the postfix expression. In each step stack is the main tool that is used to accomplish the given task.

Algorithm for evaluation of postfix expression:

Step-1:Scan every character of the postfix expression from left to right and repeat step 3 to step 4until the end of the postfix expression

Step-2:If an operand is encountered, then push it onto the stack.

Step-3:If an operator is encountered, then

Step-4:Pop the top two operands from the stack, where A is the top operand and B is the next-to-top operand.

Step-5:Evaluate B operator A

Step-6:Push the result of the evaluation onto the stack

Step-7:Print “result of expression” at the top of the stack.

Evaluate the following expression by using postfix evaluation algorithm

934\*8+4/-

Sol: 934\*8+4/-

|  |  |
| --- | --- |
| Character scanned | Stack |
| 9  3  4  \*  8  +  4  /  - | 9  9,3  9,3,4  9,12  9,12,8  9,20  9,20,4  9,5  4 |

Program:

#include<stdio.h>

#include<ctype.h>

#define MAX 10

char post[MAX],ch;

int stack[MAX],op1,op2,temp,val,res,n;

int top=-1,i=0,j=0;

void push(int val);

int operate(int op1,int op2,char ch);

int pop();

int main()

{

printf ("enter the postfix exp\n");

scanf("%s",post);

while(post[i]!='\0')

{

ch=post[i];

if(isalpha(ch))

{

printf("enter valuue for %c=",ch);

scanf("%d",&val);

push(val);

}

else

{

if(ch=='\*'||ch=='/'||ch=='+'||ch=='-'||ch=='^')

{

op2=pop();

op1=pop();

res=operate(op1,op2,ch);

push(res);

}

}

i=i+1;

}

res=pop();

printf("the simplified answer for %s =",post);

printf("%d",res);

}

int pop()

{

n=stack[top];

top=top-1;

return n;

}

int operate(int op1,int op2,char ch) //abc \*

{

switch(ch)

{

case '+':temp=op1+op2;

break;

case '-':temp=op1-op2;

break;

case '\*':temp=op1\*op2;break;

case '/':temp=op1/op2;break;

//case '^':temp=pow(op1,(int)op2);

}

return(temp);

}

void push(int val)

{

top++;

stack[top]=val;

}

Output:

enter the postfix exp 962\*4+5

the simplified answer for 962\*4+5 =0

Result: Thus , in the above program successfully executed without errors using postfix expression

TASK 5

Implementation of Circular Queue operations

Aim: To implementation of Circular Queue operations

Description:

Circular Queue:

A circular queue solved the limitations of the normal queue. Thus making it a better pick than the normal queue. It also follows the first come first serve algorithm. A circular Queue is also called a ring Buffer.

Operations On A Circular Queue

1. En-queue- adding an element in the queue if there is space in the queue.
2. Dequeue- Removing elements from a queue if there are any elements in the queue
3. Front- get the first item from the queue.
4. Rear- get the last item from the queue.
5. isEmpty/isFull- checks if the queue is empty or full.

Applications Of A Circular Queue

* Memory management: circular queue is used in memory management.
* Process Scheduling: A CPU uses a queue to schedule processes.
* Traffic Systems: Queues are also used in traffic systems.

**Algorithm to insert an element in a circular queue**

**Step 1:** IF (REAR+1)%MAX = FRONT Write " OVERFLOW "

Goto step 4

[End OF IF]

**Step 2:** IF FRONT = -1 and REAR = -1 SET FRONT = REAR = 0

ELSE IF REAR = MAX - 1 and FRONT ! = 0

SET REAR = 0

ELSE

SET REAR = (REAR + 1) % MAX

[END OF IF]

**Step 3:** SET QUEUE[REAR] = VAL

## **Step 4:** EXIT

**Algorithm to delete an element from the circular queue**

**Step 1:** IF FRONT = -1 Write " UNDERFLOW " Goto Step 4

[END of IF]

**Step 2:** SET VAL = QUEUE[FRONT]

**Step 3:** IF FRONT = REAR

SET FRONT = REAR = -1

ELSE

IF FRONT = MAX -1

SET FRONT = 0

ELSE

SET FRONT = FRONT + 1

[END of IF]

[END OF IF]

**Step 4:** EXIT

Program:

#include<stdio.h>

#include<stdlib.h>

#define QUEUE\_SIZE 4

int queue[QUEUE\_SIZE];

int front= -1,rear= -1;

void enqueue(int);

void dequeue();

void display();

void main()

{

int ch,ele;

while(1)

{

printf("\n\n-----options----\n\n");

printf("1.enqueue\n2.dequeue\n3.display\n4.exit\n");

printf("enter your choice\n");

scanf("%d",&ch);

switch(ch)

{

case 1: printf("enter the element to inserted:");

scanf("%d",&ele);

enqueue(ele);

break;

case 2: dequeue();

break;

case 3: display();

break;

case 4: exit(0);

default: printf("invalid choice\n");

}

}

}

void enqueue(int ele)

{

if(((rear==QUEUE\_SIZE-1) && (front== -1)) || ((front == rear) && (front != -1)))

printf("\nqueue is overflow");

else if((rear == QUEUE\_SIZE-1) && (front != -1)) //Inserting elemets in 2nd round

{

rear=0;

queue[rear] = ele;

}

else

{

rear = rear+1;

queue[rear] = ele;

}

}

void dequeue()

{

if((front == rear) && (front == -1))

printf("queue is underflow\n");

else

{

if(front == QUEUE\_SIZE-1)

front = -1;

front = front+1;

printf("deleted element is:%d",queue[front]);

if(front == rear)

front = rear = -1;

}

}

void display()

{

int i;

if((front == rear) && (front == -1))

printf("\n queue is empty");

else

{

if(front<rear)

{

for(i=front+1; i<=rear; i++)

printf("%5d", queue[i]);

}

else

{

for(i=0; i<=rear; i++)

printf("%5d",queue[i]);

for(i=front+1; i<=QUEUE\_SIZE-1; i++)

printf("%5d",queue[i]);

}

}

}

Output:

/tmp/A7mCtbddRY.o

-----options----

1.enqueue

2.dequeue

3.display

4.exit

enter your choice

1

enter the element to inserted:25 35 25 2

-----options----

1.enqueue

2.dequeue

3.display

4.exit

enter your choice

invalid choice

-----options----

1.enqueue

2.dequeue

3.display

4.exit

enter your choice

invalid choice

-----options----

1.enqueue

2.dequeue

3.display

4.exit

enter your choice

deleted element is:25

-----options----

1.enqueue

2.dequeue

3.display

4.exit

enter your choice

2

queue is underflow

-----options----

1.enqueue

2.dequeue

3.display

4.exit

enter your choice

3

queue is empty

-----options----

1.enqueue

2.dequeue

3.display

4.exit

enter your choice

4

Result: Thus , in the above program successfully executed without errors using Circular Queue operations.

TASK6

Implementation of Single Linked List operations.

Aim: To implementation of Single Linked List operations.

Description:

A singly linked list, or simply a linked list, is a linear collection of data items. The linear order is given utilizing POINTERS. These types of lists are often referred to as a linear linked lists.

\* Each item in the list is called a node.

\* Each node of the list has two fields:

1. Data - contains the element being stored in the list.
2. Next address- contains the address of the next node in the list.

\* The last node in the list contains a NULL pointer to indicate that it is the end of the list

Following are the basic operations supported by a list.

1. Creation: Linked list allows us to insert or delete nodes whenever necessary. First we have to create the node.
2. Insertion − Adds an element at the beginning of the list.
3. Deletion − Deletes an element at the beginning of the list.
4. Display − Displays the complete list.
5. Search − Searches an element using the given key.
6. Delete − Deletes an element using the given key

Algorithms:

1. Creation:
2. Allocate memory for the new node
3. Assign data part of the new node to element and next field to NULL
4. Assign START pointer to a new node
5. Take pointer variable ptr which points to START
6. Move ptr to which points to the next field of ptr =NULL
7. Set next field of ptr points to new nodes
8. Repeat the above steps for the required number of nodes in the list
9. Insertion:

1) A new node can be inserted into the linked list which requires resetting of pointers.

2)Inserting a new node into the list has 4 situations

3). Inserting a node at the beginning

4). Inserting a node at the end

5). Inserting a node after a given node

## 6). Inserting a node before a given node

1. Deletion:

**Step-1:** IF HEAD = NULL

Write UNDERFLOW

   Go to Step 8

  [END OF IF]

**Step-2:** SET PTR = HEAD

**Step-3:** Repeat Steps 4 and 5 while PTR -> NEXT!= NULL

**Step-4:** SET PREPTR = PTR

**Step-5:** SET PTR = PTR -> NEXT

[END OF LOOP]

**Step-6:** SET PREPTR -> NEXT = NULL

**Step-7:** FREE PTR

**Step-8:** EXIT

1. Display:

**Step-1:**Take pointer ptr which points to START

Step-2:Move ptr which points to NULL

Step-3: The print data part of ptr

1. Search :

**Step-1:**Take pointer variable ptr which points to START

Step-2:Move ptr which points to NULL

Step-3:If data part of ptr =key then return ptr otherwise return NULL

1. Delete:

Step-1: Find the previous node of the node to be deleted.

Step-2:Change the next of the previous node.

Step-3:Free memory for the node to be deleted

Program:

#include<stdio.h>

struct node

{

int data;

struct node \*next;

}

\*start=NULL;

void create();

void insert\_after();

void delete\_after();

void display();

struct node \*search(int);

void main()

{

struct node \*ptr;

int ch,key;

while(1)

{

printf("\nMAIN MENU\n");

printf("1.create\n 2.Insert After\n3.Delete After\n4.print \n5.search\n 6.exit");

printf("Enter Choice");

scanf("%d",&ch);

switch(ch)

{

case 1: create();

break;

case 2 :insert\_after();

break;

case 3: delete\_after(); break;

case 4: display();break;

case 5: printf("Enter Key element");

scanf("%d",&key);

ptr=search(key);

if(ptr==NULL)

printf("key is not found");

else

printf("key is found");

case 6: exit(0);

default:printf("invalid option");

}

}

}

void create()

{

struct node \*ptr,\*new\_node;

int ele;

printf("Enter -1 to end the list \nEnter element");

scanf("%d",&ele);

while(ele!=-1)

{

new\_node=(struct node \*)malloc(sizeof(struct node));

new\_node->data=ele;

new\_node->next=NULL;

if(start==NULL)

start=new\_node;

else

{

ptr=start;

while(ptr->next!=NULL)

ptr=ptr->next;

ptr->next=new\_node;

}

printf("Enter -1 to end the list \nEnter element");

scanf("%d",&ele);

}

}

void insert\_after()

{

struct node \*keyptr,\*newnode;

int ele,key;

printf("\nEnter nEnter element");

scanf("%d",&ele);

printf("\nEnter the key element");

scanf("%d",&key);

newnode=(struct node \*)malloc(sizeof(struct node));

newnode->data=ele;

keyptr= search(key);

if(keyptr==NULL)

printf("\nKey is not found");

else

{

newnode->next=keyptr->next;

keyptr->next=newnode;

}

}

struct node\* search(int key)

{

struct node \*ptr;

ptr=start;

while(ptr!=NULL)

{

if(ptr->data==key)

return ptr;

ptr=ptr->next;

}

return NULL;

}

void display()

{

struct node \*ptr;

ptr=start;

if(ptr==NULL)

printf("\n list is empty");

else

{

while(ptr!=NULL)

{

printf("%5d->",ptr->data);

ptr=ptr->next;

}

}

}

void delete\_after()

{

struct node \*keyptr,\*Aptr;

int key;

printf("\nEnter the key element");

scanf("%d",&key);

keyptr= search(key);

if(keyptr==NULL)

printf("\nKey is not found");

else

{

Aptr=keyptr->next;

keyptr->next=Aptr->next;

free(Aptr);

}

}

Output:

MAIN MENU

1.create

2.Insert After

3.Delete After

4.print

5.search

6.exitEnter Choice1

Enter -1 to end the list

Enter element-1

MAIN MENU

1.create

2.Insert After

3.Delete After

4.print

5.search

6.exitEnter Choice2

Enter nEnter element123

Enter the key element3

Key is not found

MAIN MENU

1.create

2.Insert After

3.Delete After

4.print

5.search

6.exitEnter Choice3

Enter the key element2

Key is not found

MAIN MENU

1.create

2.Insert After

3.Delete After

4.print

5.search

6.exitEnter Choice4

list is empty

MAIN MENU

1.create

2.Insert After

3.Delete After

4.print

5.search

6.exitEnter Choice2

Enter nEnter element123456

Enter the key element3

Key is not found

MAIN MENU

1.create

2.Insert After

3.Delete After

4.print

5.search

6.exitEnter Choice3

Enter the key element3

Key is not found

MAIN MENU

1.create

2.Insert After

3.Delete After

4.print

5.search

6.exitEnter Choice2

Enter nEnter element7

Enter the key element3

Key is not found

MAIN MENU

1.create

2.Insert After

3.Delete After

4.print

5.search

6.exitEnter Choice5

Enter Key element3

key is not found

Result: Thus , in the above program successfully executed without errors using Single Linked List operations.

TASK 7

Implementation of Circular Linked List operations

Aim: To implementation of Circular Linked List operations

Description:

In a circular Singly linked list, the last node of the list contains a pointer to the first node of the list. We can have a circular singly linked list as well as a circular doubly linked list.

We traverse a circular singly linked list until we reach the same node where we started. The circular singly liked list has no beginning and no end. There is no null value present in the next part of any of the nodes.

Algorithm:

Step-1:Adding a node into the circular singly linked list at the beginning

Step-2:Adding a node into a circular singly linked list at the end.

Step-3:Removing the node from the circular singly linked list at the beginning.

Step-4:Removing the node from the circular singly linked list at the end.

Step-5:Compare each element of the node with the given item and return the location at which the item is present in the list otherwise return null.

Step-6:Visiting each element of the list at least once to perform some specific operation.

Program:

#include<stdio.h>

#include<stdlib.h>

struct node

{

int data;

struct node \*next;

};

struct node \*head;

void beginsert ();

void lastinsert ();

void randominsert();

void begin\_delete();

void last\_delete();

void random\_delete();

void display();

void search();

void main ()

{

int choice =0;

while(choice != 7)

{

printf("\n\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\n");

printf("\nChoose one option from the following list ...\n");

printf("\n===============================================\n");

printf("\n1.Insert in begining\n2.Insert at last\n3.Delete from Beginning\n4.Delete from last\n5.Search for an element\n6.Show\n7.Exit\n");

printf("\nEnter your choice?\n");

scanf("\n%d",&choice);

switch(choice)

{

case 1:

beginsert();

break;

case 2:

lastinsert();

break;

case 3:

begin\_delete();

break;

case 4:

last\_delete();

break;

case 5:

search();

break;

case 6:

display();

break;

case 7:

exit(0);

break;

default:

printf("Please enter valid choice..");

}

}

}

void beginsert()

{

struct node \*ptr,\*temp;

int item;

ptr = (struct node \*)malloc(sizeof(struct node));

if(ptr == NULL)

{

printf("\nOVERFLOW");

}

else

{

printf("\nEnter the node data?");

scanf("%d",&item);

ptr -> data = item;

if(head == NULL)

{

head = ptr;

ptr -> next = head;

}

else

{

temp = head;

while(temp->next != head)

temp = temp->next;

ptr->next = head;

temp -> next = ptr;

head = ptr;

}

printf("\nnode inserted\n");

}

}

void lastinsert()

{

struct node \*ptr,\*temp;

int item;

ptr = (struct node \*)malloc(sizeof(struct node));

if(ptr == NULL)

{

printf("\nOVERFLOW\n");

}

else

{

printf("\nEnter Data?");

scanf("%d",&item);

ptr->data = item;

if(head == NULL)

{

head = ptr;

ptr -> next = head;

}

else

{

temp = head;

while(temp -> next != head)

{

temp = temp -> next;

}

temp -> next = ptr;

ptr -> next = head;

}

printf("\nnode inserted\n");

}

}

void begin\_delete()

{

struct node \*ptr;

if(head == NULL)

{

printf("\nUNDERFLOW");

}

else if(head->next == head)

{

head = NULL;

free(head);

printf("\nnode deleted\n");

}

else

{

ptr = head;

while(ptr -> next != head)

ptr = ptr -> next;

ptr->next = head->next;

free(head);

head = ptr->next;

printf("\nnode deleted\n");

}

}

void last\_delete()

{

struct node \*ptr, \*preptr;

if(head==NULL)

{

printf("\nUNDERFLOW");

}

else if (head ->next == head)

{

head = NULL;

free(head);

printf("\nnode deleted\n");

}

else

{

ptr = head;

while(ptr ->next != head)

{

preptr=ptr;

ptr = ptr->next;

}

preptr->next = ptr -> next;

free(ptr);

printf("\nnode deleted\n");

}

}

void search()

{

struct node \*ptr;

int item,i=0,flag=1;

ptr = head;

if(ptr == NULL)

{

printf("\nEmpty List\n");

}

else

{

printf("\nEnter item which you want to search?\n");

scanf("%d",&item);

if(head ->data == item)

{

printf("item found at location %d",i+1);

flag=0;

}

else

{

while (ptr->next != head)

{

if(ptr->data == item)

{

printf("item found at location %d ",i+1);

flag=0;

break;

}

else

{

flag=1;

}

i++;

ptr = ptr -> next;

}

}

if(flag != 0)

{

printf("Item not found\n");

}

}

}

void display()

{

struct node \*ptr;

ptr=head;

if(head == NULL)

{

printf("\nnothing to print");

}

else

{

printf("\n printing values ... \n");

while(ptr -> next != head)

{

printf("%d\n", ptr -> data);

ptr = ptr -> next;

}

printf("%d\n", ptr -> data);

}

}

Output:

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

1

Enter the node data?25

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

2

Enter Data?20

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

2

Enter Data?30

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

3

node deleted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

4

node deleted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

1

Enter the node data?35

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

2

Enter Data?26

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

5

Enter item which you want to search?

26

Item not found

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

6

printing values ...

35

20

26

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Delete from Beginning

4.Delete from last

5.Search for an element

6.Show

7.Exit

Enter your choice?

7 \*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Result: Thus , in the above program successfully executed without errors using circular linked list operations.

TASK 8

Implementation of Double Linked List operations

Aim: To implementation of Double Linked List operations

Description:

In a singly linked list, each element contains a pointer to the next element. We have seen this before. In a single linked list, traversing is possible only in one direction. Sometimes, we have to traverse the list in both directions to improve the performance of algorithms. To enable this, we require links in both the directions, that is, the element should have pointers to the right element as well as to its left element. This type of list is called a doubly linked list.

Basic Operations

Following are the basic operations supported by a list.

* 1. Insertion − Adds an element at the beginning of the list.
  2. Deletion − Deletes an element at the beginning of the list.
  3. Insert Last − Adds an element at the end of the list.
  4. Delete Last − Deletes an element from the end of the list.
  5. Insert After − Adds an element after an item on the list.
  6. Delete − Deletes an element from the list using the key.
  7. Display forward − Displays the complete list in a forward manner.
  8. Display backward − Displays the complete list in a backward manner.

Algorithm:

Step-1:Start

## Step-2: Adding the node into the linked list at the beginning.

Step-3: Adding the node into the linked list to the end.

Step-4: Adding the node into the linked list after the specified node.

Step-5 :Removing the node from the beginning of the list.

Step-6: Removing the node from end of the list.

Step-7: Removing the node which is present just after the node containing the given data.

Step-8: Comparing each node data with the item to be searched and return the location of the item in the list if the item is found else return null.

Step-9: Visiting each node of the list at least once in order to perform some specific operation like searching, sorting, displaying, etc.

Step-10: Stop.

Program:

#include<stdio.h>

#include<stdlib.h>

struct node

{

struct node \*prev;

struct node \*next;

int data;

};

struct node \*head;

void insertion\_beginning();

void insertion\_last();

void insertion\_specified();

void deletion\_beginning();

void deletion\_last();

void deletion\_specified();

void display();

void search();

void main ()

{

int choice =0;

while(choice != 9)

{

printf("\n\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*\n");

printf("\nChoose one option from the following list ...\n");

printf("\n===============================================\n");

printf("\n1.Insert in begining\n2.Insert at last\n3.Insert at any random location\n4.Delete from Beginning\n

5.Delete from last\n6.Delete the node after the given data\n7.Search\n8.Show\n9.Exit\n");

printf("\nEnter your choice?\n");

scanf("\n%d",&choice);

switch(choice)

{

case 1:

insertion\_beginning();

break;

case 2:

insertion\_last();

break;

case 3:

insertion\_specified();

break;

case 4:

deletion\_beginning();

break;

case 5:

deletion\_last();

break;

case 6:

deletion\_specified();

break;

case 7:

search();

break;

case 8:

display();

break;

case 9:

exit(0);

break;

default:

printf("Please enter valid choice..");

}

}

}

void insertion\_beginning()

{

struct node \*ptr;

int item;

ptr = (struct node \*)malloc(sizeof(struct node));

if(ptr == NULL)

{

printf("\nOVERFLOW");

}

else

{

printf("\nEnter Item value");

scanf("%d",&item);

if(head==NULL)

{

ptr->next = NULL;

ptr->prev=NULL;

ptr->data=item;

head=ptr;

}

else

{

ptr->data=item;

ptr->prev=NULL;

ptr->next = head;

head->prev=ptr;

head=ptr;

}

printf("\nNode inserted\n");

}

}

void insertion\_last()

{

struct node \*ptr,\*temp;

int item;

ptr = (struct node \*) malloc(sizeof(struct node));

if(ptr == NULL)

{

printf("\nOVERFLOW");

}

else

{

printf("\nEnter value");

scanf("%d",&item);

ptr->data=item;

if(head == NULL)

{

ptr->next = NULL;

ptr->prev = NULL;

head = ptr;

}

else

{

temp = head;

while(temp->next!=NULL)

{

temp = temp->next;

}

temp->next = ptr;

ptr ->prev=temp;

ptr->next = NULL;

}

}

printf("\nnode inserted\n");

}

void insertion\_specified()

{

struct node \*ptr,\*temp;

int item,loc,i;

ptr = (struct node \*)malloc(sizeof(struct node));

if(ptr == NULL)

{

printf("\n OVERFLOW");

}

else

{

temp=head;

printf("Enter the location");

scanf("%d",&loc);

for(i=0;i<loc;i++)

{

temp = temp->next;

if(temp == NULL)

{

printf("\n There are less than %d elements", loc);

return;

}

}

printf("Enter value");

scanf("%d",&item);

ptr->data = item;

ptr->next = temp->next;

ptr -> prev = temp;

temp->next = ptr;

temp->next->prev=ptr;

printf("\nnode inserted\n");

}

}

void deletion\_beginning()

{

struct node \*ptr;

if(head == NULL)

{

printf("\n UNDERFLOW");

}

else if(head->next == NULL)

{

head = NULL;

free(head);

printf("\nnode deleted\n");

}

else

{

ptr = head;

head = head -> next;

head -> prev = NULL;

free(ptr);

printf("\nnode deleted\n");

}

}

void deletion\_last()

{

struct node \*ptr;

if(head == NULL)

{

printf("\n UNDERFLOW");

}

else if(head->next == NULL)

{

head = NULL;

free(head);

printf("\nnode deleted\n");

}

else

{

ptr = head;

if(ptr->next != NULL)

{

ptr = ptr -> next;

}

ptr -> prev -> next = NULL;

free(ptr);

printf("\nnode deleted\n");

}

}

void deletion\_specified()

{

struct node \*ptr, \*temp;

int val;

printf("\n Enter the data after which the node is to be deleted : ");

scanf("%d", &val);

ptr = head;

while(ptr -> data != val)

ptr = ptr -> next;

if(ptr -> next == NULL)

{

printf("\nCan't delete\n");

}

else if(ptr -> next -> next == NULL)

{

ptr ->next = NULL;

}

else

{

temp = ptr -> next;

ptr -> next = temp -> next;

temp -> next -> prev = ptr;

free(temp);

printf("\nnode deleted\n");

}

}

void display()

{

struct node \*ptr;

printf("\n printing values...\n");

ptr = head;

while(ptr != NULL)

{

printf("%d\n",ptr->data);

ptr=ptr->next;

}

}

void search()

{

struct node \*ptr;

int item,i=0,flag;

ptr = head;

if(ptr == NULL)

{

printf("\nEmpty List\n");

}

else

{

printf("\nEnter item which you want to search?\n");

scanf("%d",&item);

while (ptr!=NULL)

{

if(ptr->data == item)

{

printf("\nitem found at location %d ",i+1);

flag=0;

break;

}

else

{

flag=1;

}

i++;

ptr = ptr -> next;

}

if(flag==1)

{

printf("\nItem not found\n");

}

}

}

Output:

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

8

printing values...

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

1

Enter Item value12

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

1

Enter Item value123

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

1

Enter Item value1234

Node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

8

printing values...

1234

123

12

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

2

Enter value89

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

3

Enter the location1

Enter value12345

node inserted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

8

printing values...

1234

123

12345

12

89

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

4

node deleted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

5

node deleted

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

8

printing values...

123

12345

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

6

Enter the data after which the node is to be deleted : 123

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

8

printing values...

123

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

7

Enter item which you want to search?

123

item found at location 1

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

6

Enter the data after which the node is to be deleted : 123

Can't delete

\*\*\*\*\*\*\*\*\*Main Menu\*\*\*\*\*\*\*\*\*

Choose one option from the following list ...

===============================================

1.Insert in begining

2.Insert at last

3.Insert at any random location

4.Delete from Beginning

5.Delete from last

6.Delete the node after the given data

7.Search

8.Show

9.Exit

Enter your choice?

9

Exited.

Result: Thus , in the above program successfully executed without errors using Double Linked List operations

TASK 9

a. Implementation of the following operations on BST operations.

i. Create

ii. insert

iii Search

Aim: To implement of the following operations on BST operations are create, insert and search.

Description:

**A binary Search Tree (or BST)** is a special kind of binary tree in which the values of all the nodes of the left subtree of any node of the tree are smaller than the value of the node. Also, the values of all the nodes of the right subtree of any node are greater than the value of the node.

Insertion:

Insert function is used to add a new element in a binary search tree at appropriate location. Insert function is to be designed in such a way that, it must node violate the property of binary search tree at each value.

Algorithm:

Step-1:Allocate the memory for the tree.

Step-2:Set the data part to the value and set the left and right pointer of the tree, point to NULL.

Step-3:If the item to be inserted will be the first element of the tree, then the left and right of this node will point to NULL.

Step-4:Else, check if the item is less than the root element of the tree, if this is true, then recursively perform this operation with the left of the root.

Step-5:If this is false, then perform this operation recursively with the right sub-tree of the root.

Delete:

The delete function is used to delete the specified node from a binary search tree. However, we must delete a node from a binary search tree in such a way, that the property of a binary search tree doesn't violate. There are three situations of deleting a node from a binary search tree.

Algorithm:

**Delete (TREE, ITEM)**

**Step 1:**IF TREE = NULL

  Write "item not found in the tree" ELSE IF ITEM < TREE -> DATA

 Delete(TREE->LEFT, ITEM)

 ELSE IF ITEM > TREE -> DATA

  Delete(TREE -> RIGHT, ITEM)

ELSE IF TREE -> LEFT AND TREE -> RIGHT

 SET TEMP = findLargestNode(TREE -> LEFT)

 SET TREE -> DATA = TEMP -> DATA

  Delete(TREE -> LEFT, TEMP -> DATA)

 ELSE

  SET TEMP = TREE

  IF TREE -> LEFT = NULL AND TREE -> RIGHT = NULL

  SET TREE = NULL

 ELSE IF TREE -> LEFT != NULL

 SET TREE = TREE -> LEFT

 ELSE

   SET TREE = TREE -> RIGHT

 [END OF IF]

 FREE TEMP

[END OF IF]

**Step 2:** END

Search:

Searching means finding or locating some specific element or node within a data structure. However, searching for some specific node in a binary search tree is pretty easy because the element in BST are stored in a particular order.

Algorithm:

Step-1:Compare the element with the root of the tree.

Step-2:If the item is matched then returns the location of the node.

Step-3:Otherwise check if an item is less than the element present on the root, if so then move to the left sub-tree.

Step-4:If not, then move to the right sub-tree.

Step-5:Repeat this procedure recursively until a match is found.

Step-6:If an element is not found then return NULL.

Program:

//BINARY SEARCH TREE OPERATIONS

#include<stdio.h>

#include<stdlib.h>

struct node

{

struct node \*lchild;

int info;

struct node \*rchild;

};

struct node \*search(struct node \*ptr, int skey);

struct node \*insert(struct node \*ptr, int ikey);

struct node \*del(struct node \*ptr, int dkey);

void display(struct node \*ptr);

int main( )

{

struct node \*root=NULL,\*ptr;

int choice,k;

while(1)

{

printf("\n");

printf("\n 1.Insert 2.Delete 3. Search 4.Display 5.Quit \nEnter your choice : ");

scanf("%d",&choice);

switch(choice)

{

case 1:

printf("\nEnter the key to be inserted : ");

scanf("%d",&k);

root = insert(root, k);

break;

case 2:

printf("\nEnter the key to be deleted : ");

scanf("%d",&k);

root = del(root,k);

break;

case 3:

printf("\nEnter the key to be searched : ");

scanf("%d",&k);

ptr = search(root, k);

if(ptr!=NULL)

printf("\nKey is found\n");

break;

case 4:

printf("\n Elements of BST are :\n");

display(root);

break;

case 5: exit(1);

default: printf("\n Invalid Choice\n");

}/\*End of switch \*/

}/\*End of while \*/

return 0;

}

struct node \*search(struct node \*ptr, int skey)

{

if(ptr==NULL)

{

printf("key not found\n");

return NULL;

}

else if(skey < ptr->info)/\*search in left subtree\*/

return search(ptr->lchild, skey);

else if(skey > ptr->info)/\*search in right subtree\*/

return search(ptr->rchild, skey);

else /\*skey found\*/

return ptr;

}

struct node \*insert(struct node \*ptr, int ikey )

{

if(ptr==NULL)

{

ptr = (struct node \*) malloc(sizeof(struct node));

ptr->info = ikey;

ptr->lchild = NULL;

ptr->rchild = NULL;

}

else if(ikey < ptr->info) /\*Insertion in left subtree\*/

ptr->lchild = insert(ptr->lchild, ikey);

else if(ikey > ptr->info) /\*Insertion in right subtree \*/

ptr->rchild = insert(ptr->rchild, ikey);

else

printf("\nDuplicate key\n");

return ptr;

}

struct node \*del(struct node \*ptr, int dkey)

{

struct node \*tmp, \*succ;

if( ptr == NULL)

{

printf("\nDkey not found\n");

return(ptr);

}

if( dkey < ptr->info )/\*delete from left subtree\*/

ptr->lchild = del(ptr->lchild, dkey);

else if( dkey > ptr->info )/\*delete from right subtree\*/

ptr->rchild = del(ptr->rchild, dkey);

else

{

/\*key to be deleted is found\*/

if( ptr->lchild!=NULL && ptr->rchild!=NULL ) /\*2 children\*/

{

succ=ptr->rchild;

while(succ->lchild)

succ=succ->lchild;

ptr->info=succ->info;

ptr->rchild = del(ptr->rchild, succ->info);

}

else

{

tmp = ptr;

if( ptr->lchild != NULL ) /\*only left child\*/

ptr = ptr->lchild;

else if( ptr->rchild != NULL) /\*only right child\*/

ptr = ptr->rchild;

else /\* no child \*/

ptr = NULL;

free(tmp);

}

}

return ptr;

}

void display(struct node \*ptr)

{

if(ptr == NULL )/\*Base Case\*/

return;

display(ptr->lchild);

printf("%d ",ptr->info);

display(ptr->rchild);

}

Output:

/tmp/puoV2bf4Bp.o

1.Insert 2.Delete 3. Search 4.Display 5.Quit

Enter your choice : 1

Enter the key to be inserted : 25

1.Insert 2.Delete 3. Search 4.Display 5.Quit

Enter your choice : 1

Enter the key to be inserted : 26

1.Insert 2.Delete 3. Search 4.Display 5.Quit

Enter your choice : 1

Enter the key to be inserted : 36

1.Insert 2.Delete 3. Search 4.Display 5.Quit

Enter your choice : 1

Enter the key to be inserted : 45

1.Insert 2.Delete 3. Search 4.Display 5.Quit

Enter your choice : 2

Enter the key to be deleted : 45

1.Insert 2.Delete 3. Search 4.Display 5.Quit

Enter your choice : 1

Enter the key to be inserted : 35

1.Insert 2.Delete 3. Search 4.Display 5.Quit

Enter your choice : 4

Elements of BST are :

25 26 35 36

1.Insert 2.Delete 3. Search 4.Display 5.Quit

Enter your choice : 3

Enter the key to be searched : 35

Key is found

1.Insert 2.Delete 3. Search 4.Display 5.Quit

Enter your choice : 5

Result: Thus , in the above program successfully executed without errors using BST operations are create, insert and search.

TASK 10

Implementation of Pre-Order, In-Order and Post-Order in a BST using recursion

Aim: To implementation of Pre-Order, In-Order and Post-Order in a BST using recursion

Description:

**A binary Search Tree (or BST)** is a special kind of binary tree in which the values of all the nodes of the left sub-tree of any node of the tree are smaller than the value of the node. Also, the values of all the nodes of the right sub-tree of any node are greater than the value of the node.

![Example Tree](data:image/gif;base64,R0lGODlhAwGcAHAAACwAAAAAAwGcAIcAAAAEBAQIBAQMDAwUEBAUFBQYFBQcGBQcGBggGBgkGBgcHBwkHBwQJEAkICAoICAoJCQsJCAsJCQoKCgsKCgwKCQwKCg0KCg4LCwwMDA8LCw0MDA4MCw4MDAsNExAMDA8NDQ4ODhENDQ8ODhINDRIODRIODhMODhAQEA8QFVEQEBQPDhVPDxVQDxMRERZQEBISEhMSEhhREBQSFlhRERhSERlSERQUFBVUFBpSEhtSEhpTEhtTEhdUGFtTExtUExZWVltUFBxUExdWVl1UEx1VVB5VVB5VVVtWWVhYWFlYWGBWVWBWVllZWWBXVlpaWl5YWmJXVmJYV1tbW2NYWGNZWFxcXF1cXGFaXF1dXWVaWV5dXWRbXV5eXl9eXmdbWl9fX2hcW2ddXmFgYGqdXGFhYWleX2yeXWNiYmNjY26fXmygYGVlZW+hYG+hYWdmZnGiYWdnZ3GjYnOjYnSkY2lpaXalZGurq62tra+vr7GxsbOzs7W1tba2tre3t7i4uLm5ubu7u729vb///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAI/wAHCRxIsKDBgwgTKlzIsKHDhxAjDgqUp2KePRIzatzIsaPHjyBDdtQDZgQAAAMwqMTw4CSCIXEAiZxJs6bNmzg55sERoIKOMHaCCh3aJgoLAg7KBMrJtKnTp1ATxqGAgQqdoVizBlWTg0ATP1HDih1L9iGeAizOaF2rlc6SA0OWlp1Lt27OQEM+wGHLd60UB3jsCh5MWGIeB1L6KtYK58MQQYUjS5aMR+/iy1mluIA8ubPnsXhMXMVMWuiXzZ9Tq8ZZR3Tp10FPc15Nu/bGPRZGw35dBYft38AbCtqgdvfuE3WCK18+8EoR48bnMJDJvHrtPQ+gQ9cSw7p31VOOaP83TgcB9e/oCwtCsHe3GSjQaaRJT3/wHRHG13jwAP0MhfoA0jVEFLth4UED/EFHwHkBNgiVCl/s5kEPKSRoXAV6OKjhUw6osZsbdlSoHXIblphTALrBJiJ0NpRh4os1AaDdisbpAAaMOIZUQHu70bjbC2zkKGRHG5ABnY+wfRDYkExKhAMV0PUwg3YM8NHklQ+lQcN40MGBwGxYhokQIAikyCVpR0wh5poJxaDFmbARcAebdBZUGZylkUFBCHPW6ecIQOF5GQZ5BHLDjX7S6QcDZgqqFRNKDATGDWAmiiUbLzjKVxsOgHlHCGBZKqYKiWma1RwcYFTQHhnkIaqYQ5T/ampQqKpqUCAozPcqlrHOaketC1kBRKW75jgEC3No+gUDtipUB6jFNhkHAxHCOQcLKjC4EKuuRjvkHwZoECh0cxDBQBwS4aqrtzD6EUIdd4zwAIGwtfECAVloC5EVTxDLboB6ZGDrHkMQcMISxfE1xxc2VIAAG/5GxAYK+v5L38RyEQRIHU1QkNIJOugQRRgh28DSACqUkWFIAa9sMX2CPNHvQhTVAQYYQ4xwcxkX3QQICkG+jN7PQU8W88xCV9eyahNXnDRtcVBMW8DNPk2bFUlE3Bkg71pNm7rBCQKEFV6nxi1zaaCQcdmFPRsqc3kIzHZhXQz7nbvJzV2XoS6m/yc22XqXxQefAaa9duBPfWplg3mEsDjiTk16OICD9wk5TmIjWqKhmuvNRx43gxGDzjff4XJGeOcouUKA5FHGzTlvcXMc3YbpRxxDFMAABiHroAXJIYtQQQAxpFE1Q3Efb6LiBW3chAMEYGBDyCMLETILGACg8+k45hHDASxEwSNbdGghwwMUoNuQ4U1WLhAfQyBwsIeKkexwGpM7OBUGb8J2BgsFUEpC/hYmQzVBBQyIQqMW0wYaIGAKTksPHzaQlvHAIQeAOQjX8oYlvCigf+Q6wrkcNIYIGAlOjYkLQagmJjwgBk/XylZ9BKGCHSxwPFKQQKiaJiYlWMZRy1rSd/8E4YJqmaoNHeiDzLSGoyE4wVdzMIEQq0NEI86qDRDoW5h65Ss70EGK1hmOFX2FxLc1SQlP7GJQ6PCB2inHOWocChk2gKU6nCCOQoGDA/I3tQrgcSg7GEOTAMGAZP3RDr1RjiAc0IZDrtECyjMRhBwZFBIBR0uUDAp3hpQHDGTSDm1AQHAokDBHlieCDhrQJ+1AqN/owY+wQcJ+PMAF4+RAiy8KBAFu2BcuzLKWu6GCb2zThCXABgsN6AEU9iOH3ajBATnCFGzk4IEULNMDzYQNHQjAx84UCTZSCgoUGrAG4wSAiQAqpjahACIkkPNC3EvNjrQzgwaAaDdVwtEkjbP/zBRAx5KrEUQAtNODZEJHSTjqkHGo2QD4GKdFtfHDAaLUAH9ChwXqexGKtINMLBhnCU2oDSAIYJyC9mA8ADXRPF9DBzNcZQ0NmNJuhLAF22z0NWJAEBKgAAVeKgZDOPrma7hg0IJ69EdFW41CX5OCBjjVqeXczYJw9KTdFPRAMt0NQmsDKNis4atgJU8AcrQFIRjHDVCIqnHyWRtMrnKT3fPkKkP5GzL5tIsisByMENDIT/Kgc7Rx0ye9hM4AgYEHqzyAGWlzn0+maUiLuqup4AocHFSBkpwqbIPGsANK0oEBi61NIBwwvjgCtUlC/SOQmHOnPxbhCliK7B+/oALr/6ChBXiUwhBa6Bo1ngEE3bTNG1agRt2yKTSS1c5vg2ubPCyABIbUVBF2S6fKlBZPXwDudwxXB2o5Sg0JmIBmc3QYWVkLW8ylDQEFAggVIAtORaCAHtzmJ7z8kEtaGKF3fsbBgcSBAC/o627KRYArcOZsfjrLCU64GzpEgQExQKVtlnYQQbABASIAIWbOcK98FQRsiarDBipgldK0wQcveZx1eLiQO8QAAB8QAoO1ooYlnGAAFIBYQvg1XiHpgScVsMEXeFkUFhwAAWCQsG2O1uNB4GELGzhJ9FbCgJM4oAl1SO8gWGwpPZRBBQFAyUpY4hKYhLY6ROtI6yyiYohQuP9YFLFIJL/zZrqk+XLKiZqSo8JkPP8Ga02GChtgoGU/2wXEk0meoT+DYM+kbtGSoa9q1gvpwQgr0HVhX6XpgujmZqDNm44KH1q1HHfpNdSJgxZzOIdqqKzOO69u9U1YnR7mybom7qvP4KZ464/YGkCBgMG6et2RWDfo0sTeSOZeJOlkQ+TRL2q0rC1SkTkLRNE56rRwnjyCbg/AJd1OWTxtF4fnnWTMZAbABraAh7Vpekg8ZogfyjCCAMQ4DPg2ZBvwzbAKDCAGbCi0gwJRBgSAbwn0WwsZhPCBAWwgDpRuEpcN8uMD2GBcipmDFl7wwDOXCH4EyIGAMUMGFgjgBnv/LlGdBaKHEUNpwEc4AA5S/h28JDC5bIEDigUZpjsPQhBXqMCMoUMF/W7IhebVDh12sAFQC4nJeaDAc2CILZqHLS/XHQ8ZIoAGMbEhAxdIuKCWZW3mEDHpeKJDDbwQpjeUoIvAglkR1RgEtjfpDbhVY9yHOPc41p1JjcXjHHSIHiUw4ZApfREgJJD1WYVhBN/ppCPhIAGrf0ewjqxB16nISEomEkZxYEEm6RABp9smPJ/MK4xI6Vg1LWc9jVcjZTeEnQ+BVa2lIexyAv+hnjbYPCZCPWwO5FQLvUb1ysG8Ng+E+9LIx0QDiC5pqDkDnjoUNrP/jYxKClXj0HZzA9gN/0yx0PzX+Ec5EjVOTptafsw8s0S1h804D0TL6AxAOZJfvjLf2eCxboj3pYEEKSAGYsBMxjEAAlcYoWdV/jRO7YcZU6UhC6gdDmgcihUc0vQaMFVNB5ICRwUbF6ghAEgaPBUU7vSAi4GAwdFapaEfs4Qg1/ca50R72QFODVWAFgUbc3B/wcEHDECB/AcbcFAA4GccM9CBKKgY5xc2AwUdWJAC9wQbc6RSsbcYURhMwzRKpURJj1Uiwpd6p2YbbvVJD1B26BF/maR7ymFXn7SEJpJajkQEWVAdVZVJq/UiI4hHp1QdfBABOIcnakABmEaHl+VId1gdGfhHdABJObJ4VfLoKI+HHl31Rz9gdzmSh7MyeB4XHH7QASPnK7LBJHgXR3t3N56oRqF4d3mXiakCIJ0odo6iBaiBJW+AAbAIJ2TXIH4gdZpyLTEwiAESdVN3XjLkIEBXAbcIHcuSUWtyjENnHEXHjBqiBxQQYOMRBiJQjH7SciQWHTE3czhiYQjwAWN0GQ7GACMQhtuIAxaHcX2hcRw3BZtYInigAuAjPoqhBkYgAgQwBKZnKfNmEkG2BPjWV2eAb0LwAgzwbwEnJreTO7vDAr3TOyKAAUgxBXeQgNtYBk3QbQhwEhTQbVvABv8YJp8TB6ETOneQB5bnbLQREAA7)

Depth First Traversals:   
(a) Inorder (Left, Root, Right) : 4 2 5 1 3   
(b) Preorder (Root, Left, Right) : 1 2 4 5 3   
(c) Postorder (Left, Right, Root) : 4 5 2 3 1

**In-order Traversal:**

Uses of In-order:   
In the case of binary search trees (BST), In-order traversal gives nodes in non-decreasing order. To get nodes of BST in non-increasing order, a variation of In-order traversal where In-order traversal s reversed can be used.

Example: In order traversal for the above-given figure is 4 2 5 1 3

Algorithm Inorder(tree)

1. Traverse the left sub-tree, i.e., call In-order(left-sub-tree)

2. Visit the root.

3. Traverse the right sub-tree, i.e., call In-order(right-sub-tree)

**Preorder Traversal:**

Uses of Preorder   
Preorder traversal is used to create a copy of the tree. Preorder traversal is also used to get prefix expression on an expression tree

Example: Preorder traversal for the above-given figure is 1 2 4 5 3

Algorithm Preorder(tree)

1. Visit the root.

2. Traverse the left sub-tree, i.e., call Preorder(left-sub-tree)

3. Traverse the right sub-tree, i.e., call Preorder(right-sub-tree)

**Post-order Traversal:**

Uses of Post-order   
Post-order traversal is used to delete the tree.

Post-order traversal is also useful to get the postfix expression of an expression tree.

Algorithm Post-order(tree)

1. Traverse the left sub-tree, i.e., call Post-order(left-sub-tree)

2. Traverse the right sub-tree, i.e., call Post-order(right-sub-tree)

3. Visit the root.

Program:

#include <stdio.h>

#include <stdlib.h>

/\* A binary tree node has data, pointer to left child

and a pointer to right child \*/

struct node

{

int data;

struct node\* left;

struct node\* right;

};

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

struct node\* newNode(int data)

{

struct node\* node

= (struct node\*)malloc(sizeof(struct node));

node->data = data;

node->left = NULL;

node->right = NULL;

return (node);

}

/\* Given a binary tree, print its nodes according to the

"bottom-up" postorder traversal. \*/

void printPostorder(struct node\* node)

{

if (node == NULL)

return;

// first recur on left subtree

printPostorder(node->left);

// then recur on right subtree

printPostorder(node->right);

// now deal with the node

printf("%d ", node->data);

}

/\* Given a binary tree, print its nodes in inorder\*/

void printInorder(struct node\* node)

{

if (node == NULL)

return;

/\* first recur on left child \*/

printInorder(node->left);

/\* then print the data of node \*/

printf("%d ", node->data);

/\* now recur on right child \*/

printInorder(node->right);

}

/\* Given a binary tree, print its nodes in preorder\*/

void printPreorder(struct node\* node)

{

if (node == NULL)

return;

/\* first print data of node \*/

printf("%d ", node->data);

/\* then recur on left subtree \*/

printPreorder(node->left);

/\* now recur on right subtree \*/

printPreorder(node->right);

}

/\* Driver program to test above functions\*/

int main()

{

struct node\* root = newNode(1);

root->left = newNode(2);

root->right = newNode(3);

root->left->left = newNode(4);

root->left->right = newNode(5);

printf("\nPreorder traversal of binary tree is \n");

printPreorder(root);

printf("\nInorder traversal of binary tree is \n");

printInorder(root);

printf("\nPostorder traversal of binary tree is \n");

printPostorder(root);

getchar();

return 0;

}

Output:

/tmp/puoV2bf4Bp.o

Preorder traversal of binary tree is

1 2 4 5 3

Inorder traversal of binary tree is

4 2 5 1 3

Postorder traversal of binary tree is

1. 5 2 3 1

Result: Thus , in the above program successfully executed without errors using by Pre-Order, In-Order and Post-Order in a BST using recursion

TASK 11

a. Implementation of DFS Traversals on graphs

Aim: To implementation of DFS Traversals on graphs

Description:

It is a recursive algorithm to search all the vertices of a tree data structure or a graph. The depth-first search (DFS) algorithm starts with the initial node of graph G and goes deeper until we find the goal node or the node with no children.

Because of the recursive nature, a stack data structure can be used to implement the DFS algorithm. The process of implementing the DFS is similar to the BFS algorithm.

The step by step process to implement the DFS traversal is given as follows -

1. First, create a stack with the total number of vertices in the graph.
2. Now, choose any vertex as the starting point of traversal, and push that vertex into the stack.
3. After that, push a non-visited vertex (adjacent to the vertex on the top of the stack) to the top of the stack.
4. Now, repeat steps 3 and 4 until no vertices are left to visit from the vertex on the stack's top.
5. If no vertex is left, go back and pop a vertex from the stack.
6. Repeat steps 2, 3, and 4 until the stack is empty.

*Algorithm:*

**Step-1:** SET STATUS = 1 (ready state) for each node in G

**Step-2:** Push the starting node A on the stack and set its STATUS = 2 (waiting for state)

**Step-3:** Repeat Steps 4 and 5 until STACK is empty

**Step-4:** Pop the top node N. Process it and set its STATUS = 3 (processed state)

**Step-5:** Push on the stack all the neighbors of N that are in the ready state (whose STATUS = 1) and set their STATUS = 2 (waiting for state)

[END OF LOOP]

**Step-6:** EXIT

Program:

#include <stdio.h>

#include <stdlib.h>

struct node

{

int vertex;

struct node\* next;

};

struct node\* createNode(int v);

struct Graph

{

int numVertices;

int\* visited;

// We need int\*\* to store a two dimensional array.

// Similary, we need struct node\*\* to store an array of Linked lists

struct node\*\* adjLists;

};

// DFS algo

void DFS(struct Graph\* graph, int vertex)

{

struct node\* adjList = graph->adjLists[vertex];

struct node\* temp = adjList;

graph->visited[vertex] = 1;

printf("Visited %d \n", vertex);

while (temp != NULL)

{

int connectedVertex = temp->vertex;

if (graph->visited[connectedVertex] == 0)

{

DFS(graph, connectedVertex);

}

temp = temp->next;

}

}

// Create a node

struct node\* createNode(int v)

{

struct node\* newNode = malloc(sizeof(struct node));

newNode->vertex = v;

newNode->next = NULL;

return newNode;

}

// Create graph

struct Graph\* createGraph(int vertices)

{

struct Graph\* graph = malloc(sizeof(struct Graph));

graph->numVertices = vertices;

graph->adjLists = malloc(vertices \* sizeof(struct node\*));

graph->visited = malloc(vertices \* sizeof(int));

int i;

for (i = 0; i < vertices; i++)

{

graph->adjLists[i] = NULL;

graph->visited[i] = 0;

}

return graph;

}

// Add edge

void addEdge(struct Graph\* graph, int src, int dest)

{

// Add edge from src to dest

struct node\* newNode = createNode(dest);

newNode->next = graph->adjLists[src];

graph->adjLists[src] = newNode;

// Add edge from dest to src

newNode = createNode(src);

newNode->next = graph->adjLists[dest];

graph->adjLists[dest] = newNode;

}

// Print the graph

void printGraph(struct Graph\* graph)

{

int v;

for (v = 0; v < graph->numVertices; v++)

{

struct node\* temp = graph->adjLists[v];

printf("\n Adjacency list of vertex %d\n ", v);

while (temp)

{

printf("%d -> ", temp->vertex);

temp = temp->next;

}

printf("\n");

}

}

int main()

{

struct Graph\* graph = createGraph(4);

addEdge(graph, 0, 1);

addEdge(graph, 0, 2);

addEdge(graph, 1, 2);

addEdge(graph, 2, 3);

printGraph(graph);

DFS(graph, 2);

return 0;

}

Output:

/tmp/JNiyZB0XLB.o

Adjacency list of vertex 0

2 -> 1 ->

Adjacency list of vertex 1

2 -> 0 ->

Adjacency list of vertex 2

3 -> 1 -> 0 ->

Adjacency list of vertex 3

2 ->

Visited 2

Visited 3

Visited 1

Visited 0

Result: Thus , in the above program successfully executed without errors using DFS Traversals on graphs.

**TASK 12**

**Implementation of BFS operations**

Aim: To implementation of BFS operations

Description:

BFS is an algorithm for traversing or searching tree or graph data structures. It starts at the tree root and explores all of the neighbor nodes at the present depth prior to moving on to the nodes at the next depth level. The aim of the BFS algorithm is to traverse the graph as close as possible to the root node. The queue is used in the implementation of the breadth-first search.

Algorithm:

Step-1:Push the root node in the Queue.

Step-2:Loop until the queue is empty.

Step-3:Remove the node from the Queue.

Step-4:If the removed node has unvisited child nodes, mark them as visited and insert the unvisited children in the queue.

Program:

#include<stdio.h>

#include<conio.h>

int a[20][20], q[20], visited[20], n, i, j, f = 0, r = -1;

void bfs(int v)

{

for(i = 1; i <= n; i++)

if(a[v][i] && !visited[i])

q[++r] = i;

if(f <= r)

{

visited[q[f]] = 1;

bfs(q[f++]);

}

}

void main()

{

clrscr();

int v;

printf("Enter the number of vertices: ");

scanf("%d",&n);

for(i=1; i <= n; i++)

{

q[i] = 0;

visited[i] = 0;

}

printf("\nEnter graph data in matrix form:\n");

for(i=1; i<=n; i++)

{

for(j=1;j<=n;j++)

{

scanf("%d", &a[i][j]);

}

}

printf("Enter the starting vertex: ");

scanf("%d", &v);

bfs(v);

printf("\nThe node which are reachable are:");

for(i=1; i <= n; i++)

{

if(visited[i])

printf(" %d", i);

else

{

printf("\nBFS is not possible. All nodes are not reachable!");

break;

}

}

getch();

}

Output:

/tmp/JNiyZB0XLB.o

Enter the number of vertices: 3

Enter graph data in matrix form:

2 4 5 2 3 4 1 7 8

Enter the starting vertex: 2

The node which are reachable are: 1 2 3

Result: Thus , in the above program successfully executed without errors using BFS operation.